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Presentation Abstract

Design and Implementation of a Parallel-native Programming Language

KEN SHIBATA'®)  SHINYA TAKAMAEDAZ:P)
Presented: July 28, 2022

Although multi-core CPUs have become mainstream in recent years, many of the current mainstream
languages were designed when single-core CPUs were the mainstream, and often require special libraries and
syntax to improve execution speed through parallel execution, making parallel execution not easy to achieve.
We developed a parallel-oriented programming language, named Coa, which makes parallel execution the
default. To avoid data races, it automatically detects variable dependencies and executes programs in par-
allel, just as out-of-order execution of CPUs detects dependencies among data. Therefore, although parallel
execution is performed internally, the behavior seen from the outside is the same as sequential execution, and
execution speed can be improved without increasing the complexity of the program. It also has a function
that enables sequential execution, in case the processing unit is small and the overhead of sequential execu-
tion is large. The interpreter itself is written in Go, and source code written in Coa is executed in parallel in
the interpreter using goroutine. Currently, language functions for solving FizzBuzz problems and informa-
tion and opinion problems are being implemented. As a comparison experiment, downloading 13 files and
computing to display the Mandelbrot set were executed in sequential and parallel processing. The execution
time and number of lines of code for each were compared, and it was confirmed that Coa improves processing
speed through parallel execution without increasing the complexity of the code. In this presentation, we will
discuss the mechanisms and features of Coa.

This is the abstract of an unrefereed presentation, and it
should not preclude subsequent publication.
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