

Remote－REPL

## Jawara：組み込み機器上の分散処理のための Lisp 処理系

    

## 1．はじめに

| ユビキタスコンピューティング環境の実現には，実世界に遍在するセンサ，アプラ イアンス，端末などの組み込み機哭において，情報の収雔や制御を相互に協調しつつ |  |
| :---: | :---: |
|  |  |
| 行なら分散処理が必要となる。従来こうした機器は低機能なものがほとんどであった |  |
| が，近年，CPU や通信モジュールの高性能化により，高機能な OS がスマートフォ |  |
| ン等で動作可能となり，組み込み機器間で分散処理を行なえる基盤が整いつつある。 |  |
|  |  |
| 込み機器を接続したデスクトップ PC 等に特別な SDK やデバッグツールをインスト |  |
| ールした上で開発を行なう必要がある。また，プログラムコードを機器に送り込んだ |  |
| あと，機器自体を再起動，または，実行中のコードを中断しなければ，新たなコード を実行することができず，機能書き換えにはオーバヘッドが生じる。 |  |
|  |  |
| また，組み込み機器を広域に配備することを考えた場合，多様なネットワーク実装 |  |
| に対応した接続を想定する必要がある。例えば，TCP，UDP 等による通常の IP 接続 |  |
| においても，IPv4，IPv6 のバージョンの違いを意識する必要がある。また，NAT の |  |
| 配下への接続や，IP 以外のネットワーク，例えばZigBee によるネットワーク接続も |  |
| 想定される。こうしたネットワーク実装毎の違いを考慮しつつ End－to－Endの接続性 |  |
| を確保し，分散処理を行ならプログラムコードを書く労力は大きい。 |  |
| これらの課題の解決を目指し，組み込み機器向けの汎用 OS である Android上で動 |  |
|  |  |

## 2．Jawara

Jawaraはオープンソースプロジェクトとして筆者らが開発を行なっている。公開の詳細については，サイト1）を参照されたい。Jawara の Lisp 言語処理コア部分は JKLD［2］のコードをベースとしている。ただし，実用性の観点から，マルチスレッ応，Javaブリッジ機能追加など全面的に書き直されている。 Jawara は JKLD 同様，インタプリタによる Lisp 処理系であり，Java 言語の
Reflection 機構を用いてスクリプトを逐次実行していく実装形態をとっている。した Reflection 機構を用いてスクリプトを逐次実行していく実装形態をとっている。した $\dagger$ 大阪大学大学院情報科学研究科，情報通信研究機構

| 表1主なIDトランスポート関数 |  |
| :---: | :---: |
| 関数名 | 動作 |
| piax－open | 引数に指定された locator を用いて ピアを立ち上げる。 |
| piax－tcp－locator | 引数に指定されたスペックに従い TCP Locator をインスタンス化す る |
| piax－udp－locator | 引数に指定されたスペックに従い UCP の Locator をインスタンス化 する |
| piax－introduce－id | 自ピアが ID／Locator のマッピング を持つ ID を「紹介」する。 |
| piax－eval | 指定された ID を持つピアにおいて遠隔コード実行を行なう。 |
| piax－known－peer－id－list | 自ピアが ID／Locator マッピングを持つ ID のリスト。 |

## ドが知る全てのピアに送信



[^0]す REPL（Read Eval Print Loop）が通常利用される。しかし，組み込み機器において す R ，必ずしもキーボードが利用できるわけではなく，ディスプレイが存在するとも限 dには，遠隔からコンソールを利用できるshell ても，デバッグきる環境が限られてしまう。 そこでJawaraでは，組み込み機器におけるコード実行およびデバッグを間単に行 ウザ経由でREPLを実行できる‘Remote－REPL’を実装した。図1は，Remote－REPL 実行の様子である。テキストボックス上の任意のカーソル位置で，Control＋＇J＇を押下
 で Jawara 処理系の HTTP 遠隔コード実行インタフェースに引き渡している。同じ プログラムコードの再実行や，プログラムコードを少し変更しての再実行等のインタ る Lisp interaction mode と同様の操作感覚である．Remote－REPL により，機器上で稼働するプログラムの置き換えや動作の変更•確認が通常の PC 上で可能となり， バッグや機能更新のオーバへッドを軽減できる。

3．2 PIAX ID トランスポートの統合
PIAX［3］は，オーバレイネットワークプラットフォームとして IP や IP 以外を含む
 チャ上，別のレイヤで扱うことが可能である。Locator とは，ネットワーク接続に必 ZigBeeであれば，ZigBeeアドレスが対応する。PIAXのID／Locator 分離機構の実装 には，ID トランスポートレイヤと Locator トランスポートレイヤが存在し，ID と Locator のマッピングを任意の方法で行なえるようになっている．PIAXに用意されて ュール間通信（Emulation）などがある。

Jawara は異種ネットワークを統合的に扱えるよう，このPIAXのIDトランスポー

必要がない。
ピア間で直接通信を行なら際，送信元のID と Locator のマッピングが送信先のピア
に伝播する。また，あるマッピングを知っているピアが，そのマッピングに対応する ピアへ他のピアが接続しても良いとき，当該マッピングの IDを明示的に「紹介表1 は，JawaraにおけるID トランスポート関連関数である（主要関数を抜粋）。 piax－evalが指定したピアにおいて遠隔コード実行を行なら関数である。引数には，呼び出し元のピア，実行したい遠隔ピアの ID，および，遠隔に送り込むプログラムコ

[^1]

## 5．まとめ
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| 実装と同㥞 | 一概に記述の容易性を評価することは難しいが，一つの指標として他 のプログラムを記述するためにかかる行数の比較を行なった。 |
| :---: | :---: |
| 3 は，上 | demlia 実装のルーティング記述部分，Java による実装のひとつで |
| る Overlay | Weaver（OW）［6］から Kademlia クラス実装部分，Erlang による実装の |
| ひとつである | ermdia［7］，および，Python による実装のひとつである Entangled［8］ |
| らら，上記と | 同等の内容に相当する記述部分を切り出し，行数を比較した結果を示し |
| いる．いす | もも，コメント行と空行を削除した行数である。なお，OW は別モジュ |
| ルで実装 | ているルーティングの共通部分のコードの行数は含んでいた |
| 本処理系で | ，遠隔コード実行の記述によりネットワーク接続の詳細が隠蔽され， |
| アルゴリズム | の本質的な内容のみが記述されており，記述量が少なくなっている．OW |
| テ | の共通部分のコードを含まないにも関わらず本実装よりも行数が多 |
| なっている | は，Java 言語の必須定義（Exceptionハンドリング，変数定義，import |
| る | もあるが，ID と Locatorのマッピング相当（IDAddressPair）の管理を |
|  | 因である。また，ermdia，Entangled は，UDPによる通信機能を |
| 記述とな | っており，記述量が多くなっている |


[^0]:    4．評価本処理系により本格的な分散処理のアプリケーションが記述可能であることを示す は除いたコアとなる機能のみの実装であるが，実質的な作業時間は半日～1日程度，
    約 250 行で記述できた。

    プログラミング言語によって行あたりの記述密度，用意されるライブラリの機能が

[^1]:    図 2 は，Jawara 上で P2P 型のフラッディングを実現する記述例である，この例は，

[^2]:    8）＂Entangled，＂available at：http：／／entangled．sourceforge．net／

