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Responding to Duplicate ACKs after a Timeout in TCP
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Abstract In a case of handovers or expiration of auto repeat request (ARQ) retransmission in mo-
bile communications, a fast timeout algorithm allows new segment transmission using the fast recovery
algorithm as duplicate ACKs following a timeout are implicit segment loss information. However, it is
not well handle the retransmitted segment that caused by the retransmission timeout (RTO), and leads
to the 2nd RTO. Then, this paper proposes an algorithm based on a loss retransmission algorithm. The
proposed algorithm suggests careful retransmission against an oversight of a loss of first unacknowledged
segment which was retransmitted by the timeout. The results using ns2 simulator show that the proposed
algorithm can avoid 2nd RTO and throughput degradation more effectively than the conventional TCP.
Key words: TCP, Fast timeout, Loss retransmission, RTO, Mobile Communications
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1 Introduction communication standards, respectively. Both use
the radio link control (RLC) protocol, a selective
Many communication bearers transfer data as repeat and sliding window auto repeat request
TCP streams. In the case of Internet access over (ARQ) scheme [1]. The ARQ mechanism can
wireless links, such as cellular phones, many more provide a packet service that offers a negligibly
research issues remain to be resolved before a truly small probability of undetected error due to the
effective service can be realized. use of RLC frame retransmission [2]. However,
Wideband code division multiple access the delay jitter caused by error recovery can lead
(WCDMA) and general packet radio service to an unexpected increase in round trip time
(GPRS) are well known 3G and 2.5G mobile
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(RTT). In this event, the TCP sender experiences
a retransmission timeout (RTO) because it has no
information about the wireless conditions.

Several algorithm have been proposed to avoid
costly retransmission timeouts. The Eifel algo-
rithm (3] and the forward RTO recovery (F-RTO)
algorithm [4] provide spurious timeout (STO) de-
tection [5].
sion ambiguity problem; the sender experiences un-

STO occurs due to the retransmis-

necessary go-back-N retransmission and through-
put degradation caused by false congestion con-
trol [6]. These algorithms monitor an acceptable
ACK’s timestamp or a series of acknowledgments
to avoid the retransmission ambiguity problem.

In a case of failure of link layer transmission for
some period of time or for some number of pack-
ets in a base station (BS), ARQ may give up the
retransmission attempt which leads to the loss of a
TCP segment [2]. Thus, the first unacknowledged
segment is discarded, and the receiver acknowledges
a series of the next arrived segments as duplicate
ACKs. Moreover, handovers in mobile communica-
tions can cause the arrival of duplicate ACKs after
a timeout [7]. As a result, these STO detection al-
gorithms, such as the Eifel and F-RTO, only work
as conventional TCP [8].

To extend the conventional TCP function, the
fast timeout algorithm [9] uses the duplicate ACKs
raised after a timeout as implicit segment loss infor-
mation. It transmits new segments allowed by the
value of new congestion window upon the arrival
of the duplicate ACKs, even if the sender times
out. However, it is not well handle the retrans-
mitted segment that caused by the retransmission

timeout (RTO), and leads to the 2nd RTO.

Then, this paper proposes an algorithm based on
the loss retransmission algorithm [10]. The pro-
posed algorithm establishes efficient retransmission
against the failure to identify the loss of the first un-
acknowledged segment that was retransmitted due
to timeout. Moreover, it needs only small modi-
fication of the sender side TCP, so they can sup-
port existing receiver side equipment, such as PCs,
PDAs, and Internet access cellular phones with-
out any modification. ns2 simulations show that
the proposed algorithms can avoid this throughput
degradation more effectively than the conventional

TCP.

2 Related works

Several algorithms have been proposed to avoid
the effects of costly retransmission timeout (3], [4].
The Eifel algorithm [3] with the TCP timestamp
option can identify if the acknowledgment is in re-
sponse to the original segment or the retransmitted
segment. The timestamp option is standardized
as RFC1323 and is implemented in most operat-
ing systems. Only the sender need implement the
Eifel algorithm. If a sender running the Eifel algo-
rithm detects STO, it reverts to the cwnd and the
ssthresh to avoid unnecessary retransmission and
throughput degradation. Moreover, it can adjust
parameters for setting the RTO, to prevent more
RTO events.

Sarolahti proposed the F-RTO algorithm [4]. It
sends two new segments in response to the first ac-
ceptable ACK, and monitors the response as part of
STO detection. If it receives the second acknowl-
edgment as a series of acknowledgments, it posits
an STO event and reverts to the original cwnd and
ssthresh as in the Eifel algorithm. Implementing
the F-RTO algorithm needs only sender side modi-
fication; no TCP options or receiver side modifica-
tions are needed.

If the segment loss is generated by handover or
expiration of ARQ retransmission, the sender re-
ceives duplicate ACKs following a timeout. All of
the above STO detection algorithms provide only
conventional TCP responses (i.e. keep the slow
start phase and transmit nothing until an accept-
able ACK arrives) [8], [11]. To extend the conven-
tional TCP function so that it can handle timeout,
the fast timeout algorithm [9] uses the duplicate
ACKSs raised after a timeout as implicit segment loss
information. It allows the sender to directly switch
from the slow start algorithm to the fast recovery
algorithm. It then transmits new segments allowed
by the value of new congestion window upon the
arrival of the duplicate ACKs, even if the sender
times out. However, it has no function to detect an
oversight of a loss of first unacknowledged segment
which was retransmitted by a timeout.

In order to strengthen TCP against segment loss,
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Lin and Kung originally proposed a loss retransmis-
sion algorithm using TCP’s ACK-clock [10]. It re-
transmits the first unacknowledged segment if the
number of duplicate ACKs under the fast retrans-
mit /recovery phase reaches the number of outstand-
ing segments plus DupThresh. In the case of a re-
transmission timeout, the sender is not well handled
in a conventional TCP using the loss retransmis-
sion algorithm, because it can only receive a lim-
ited number of the duplicate ACKs in response to
Thus, the loss of the
retransmitted segment raised by the retransmission

the outstanding segments.

timeout leads to exponential backoff with the small-
est values of cwnd and ssthresh. As a result, the
sender needs additional time to recover the conges-
tion window size. which leads to severe throughput
degradation.

3 Proposed loss retransmis-
sion algorithm after a time-
out

To avoid the above worst case, the fast timeout
algorithm [9] enables the retransmitted segment loss
to be confirmed using the number of outstanding
segments and duplicate ACKs.

Figure 1 shows the proposed loss retransmis-
sion algorithm in collaboration with the fast time-
out algorithm. If the number of duplicate ACKs,
dupacks, equals the number of outstanding seg-
ments when loss recovery started, FlightSize, plus
DupThresh, the sender retransmits the first unac-
knowledged segment immediately. It clearly shows
that the duplicate ACKs represent not only the
response of the original segment, but also the re-
sponse of the next transmitted segment by the fast
recovery algorithm. Note that DupThresh in step
(7) is a conservative response to out-of-order seg-
ments. After that, the sender just waits for an ac-
ceptable ACK while sending the next new segment
in response to the duplicate ACK. As a result, the
sender can avoid the exponential backoff caused by
failure to identify retransmitted segment loss, and
increases the probability of segment retransmission
without entering costly retransmission timeout.

The proposed loss retransmission algorithm may
not work well in all cases of lost outstanding seg-

Step (1) RTO timer expires:
Store SND.HIGH (highest sequence number),
FlightSize (the number of outstanding segments),
cwnd_prev  cwnd, and
ssthresh_prev - ssthresh
Retransmit the 1st unacknowledged segment

Step (2) Wait for the arrival of either an acceptable or a
duplicate ACK:
Update the variable dupacks and proceed to step (3)

Step (3) If an acceptable ACK has arrived
then proceed to step (DONE),
else if dupacks < DupThresh
then return to step (2),
else (dupacks equals DupThresh)
proceed to step (4).

Step (4) Resume transmission from the top
Suppress the fast retransmit, and set
SND.NXT « SND.MAX

Step (5) Make the RTT estimation more conservative:
Set
SRTT «+ 2 x SRTT,
recalculate the RTO, and restart retransmission timer.

Step (6) Leave slow start and move to fast recovery algo-
rithm:

Set the parameters as follows:

ssthresh «+ max(cwnd_prev/2, 2 x SMSS)

cwnd « ssthresh + SMSS x DupThresh

Step (7) If the sender is satisfied with the condition
dupacks == FlightSize + DupThresh
then retransmit the first unacknowledged segment,
else waits for acceptable ACK while sending the next
new segment in response to duplicate ACK.

Step (DONE) Leave the loss retransmission and fast time-
out algorithms

Figure 1: Proposed loss retransmission algorithm

ments or acknowledgments. In these case, the
sender will retransmit the first unacknowledged seg-
ment later than the desired timing. In order to
avoid this situation, the proposed algorithm can use
the SACK option. If the connection between sender
and receiver permits the SACK option. the right
edge in the SACK block or the score-board in the
sender can show the correct timing clearly without
resorting to any heuristics.

Figure 2 shows the proposed loss retransmission
algorithm with SACK option. The difference from
the previous basic loss retransmission algorithm is
only the evaluation performed in step (7). If the
right edge in a SACK block advances the value
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SND.HIGH, the sender retransmits the first unac-
knowledged segment immediately. After that, the
sender waits for an acceptable ACK while sending

the next new segment in response to a duplicate
ACK.

Step (7) If the SACK block reports as follows:
Right edge in SACK block > SND.HIGH
then transmit the first unacknowledged segment again,
else transmit the next new segment by the duplicate
ACK arrival.

Figure 2: The loss retransmission algorithm with
SACK option

Figure 3 illustrates the relationship between the
SND.HIGH and the right edge in a SACK block in
a sender-side time-sequence graph. The X-axis and
Y-axis plot the time and the sequence number, re-
spectively. Symbols “R” and “S” show the retrans-
mitted segment and the SACK block in duplicate
ACK, respectively. In Fig. 3, the beginning of the
six outstanding segments is lost, and the retrans-
mitted segment raised by RTO is lost again. Next,
the duplicate ACK with the SACK block arrives
at the sender. The right edge in the SACK block
advances the value SND.HIGH, when the sender re-
ceives the 6th duplicate ACK. The sender then re-
transmits the first unacknowledged segment imme-
diately. In this case, there is no outstanding seg-
ment or acknowledgment loss, so that the sender
using the SACK enhanced algorithm retransmits
the first unacknowledged segment using the same
timing as the basic loss retransmission algorithm.

sequence number

SNDHIGH

SND.UNA- - - ~

time

Figure 3: 2nd RTO segment retransmission using
SACK option

4 Performance evaluation

This paper examined both the time-sequence and
the sender state variables in the face of duplicate
ACKs arrival following a timeout and retransmitted
segment loss.

4.1 Simulation model

In this paper, we implement the fast timeout
and proposed loss retransmission algorithms in the
ns2 simulator (ns-2.26) developed in the VINT
project [12], and evaluate them using a communi-
cation model based on Fig. 4. The TCP sender in
the wired network communicates with the receiver
in the wireless network over a WCDMA protocol.

Wireless Wired
network network
~1
Receiver Mobile Base Sender
station station

Figure 4: System model

Figure 5 shows the topology used in our exper-
iments. The sender is connected to the BS via a
10 Mbps wired link with 20 ms delay, and the re-
ceiver is connected to the BS via a 384 kbps wire-
less link with 500 ms delay. The TCP segments are
The
BS has enough queue depth and does not drop any

transmitted from the sender to the receiver.

original outstanding segments.

384kbps 10Mbps
Receiver 500ms BS 20ms  gender
ACK TCP segment

] — «— [ 1]

Figure 5: Simulation model

4.2 Proposed loss retransmission al-
gorithm evaluation

Figure 6 shows the conventional TCP’s time-
sequence graph and sender state valuables for the
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fast timeout algorithm. In Fig. 6 (a), the sender
faced the retransmitted segment that caused by the
RTO at 9:00:10.7. The conventional TCP has no
function that can handle the arrival of the dupli-
cate ACKs after a timeout without the next seg-
ment transmission using the fast timeout algorithm
until the 2nd RTO. Accordingly, it has to wait a
long time, from 9:00:10.7 to 9:00:15.4, following
the exponential backoff algorithm. According to
RFC2581, the ssthresh is set as

ssthresh ¢« max(cwnd/2,2)
= 2’

so the sender enters the congestion avoidance phase
directly when the sender receives the acceptable
ACK at 9:00:16.6. Figure 6 (b) shows the sender
state variables, cwnd and ssthresh. The ssthresh
is set to 2 at 9:00:15.4, the sender transmits a lim-
ited number of segments after that. As a result, the
sender also degrades the throughput.

In contrast, Fig. 7 shows the time-sequence graph
and sender state valuables for the proposed algo-
It is shown that the sender detects the
retransmitted segment loss by examining the 25th
duplicate ACK at 9:00:14.7, and it retransmits the
unacknowledged segment immediately. Next, the

rithms.

sender waits for an acceptable ACK while send-
ing the next new segment in response to the du-
plicate ACK. Thus, the sender switches from the
fast timeout algorithm to congestion avoidance and
transmits a series of segments. In this case, the
sender holds one half of the previous cwnd value at
9:00:16.6, see in Fig. 7 (b). This allows it to achieve
better throughput than conventional TCP.

Figure 8 shows the time-sequence graph for the
proposed loss retransmission algorithm with SACK
option under the multiple segment loss; the re-
transmitted segment is also lost at 9:00:10.7. It is
shown that the proposed algorithm can retransmit
the unacknowledged segment since the right edge of
the SACK block in the sender advances the value
SND.HIGH at 9:00:14.5. Moreover, the sender re-
transmits it at the correct timing even if some out-
standing segments are lost. As a result. a sender
using the proposed algorithms holds one half of
the previous cwnd value and so avoids unnecessary
throughput degradation.

sequence number 0.0.0.0:0_==>_0.0.0.3:0 (time sequence graph)
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Fast recovery by fast timeout
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[ E timeout
0
09:00:00 09:00:10 09:00:20 09:00:3:
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segment
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(b) Sender state variables, cwnd and ssthresh

Figure 6: The TCP’s time-sequence and sender
state variables for the fast timeout algorithm

5 Conclusions

This paper proposed the loss retransmission algo-
rithm for duplicate ACK arrival following a time-
out. The proposed algorithm allows careful retrans-
mission against failure to identify the first unac-
knowledged segment loss. Simulation results yield
the following conclusion:

1. A sender using the proposed algorithms can
overcome the loss of a retransmitted segment
due to RTO.

2. A sender using the proposed algorithms holds
one half of the previous cwnd value and so
avoids unnecessary throughput degradation
even if duplicate ACKs arrive following a time-
out and the retransmitted segment is lost.
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(b) Sender state variables, cwnd and ssthresh

Figure 7: The TCP’s time-sequence and sender
state variables for the proposed algorithms
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