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Abstract: We consider the following partition problem: Given a set § of n elements that is organized
as k sorted subsets of size n/k each and given a parameter h with 1/k < h < n/k, partition § into g =
O(n/(hk)) subsets Dy, D, ..., D, of size O(hk) each, such that for any two indices ¢ and 7 with 1 < ¢
< j £ g, no element in D; is bigger than any element in D;. In this paper, we present efficient parallel
algorithms for solving the partition problem and its applications. Qur parallel partition algorithm runs
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in O(logn) time using O(=ia{(n/h)xmax{logh.1}numax{log(1/h).1}}y processors in the EREW PRAM model.

1 Introduction

We consider the following partition problem:
Given a set § of n elements that is organized as &
sorted subsets (called columns) Cy, Cy, ..., Cg of
size n/k each and given a parameter h with 1/k <
h < n/k, partition § into g = O(n/(hk)) subsets
Dy, D,, ..., D,y of size O(hk) each, such that for
any two indices ¢ and j with 1 < i < 7 < g, no
element in D; is bigger than any element in D;.
We call such a set sequence of Dy, D3, ..., Dy an
ordered set sequence, and call the sets D; ordzened
sets.

Note that the desired partition does not require
that the sizes of the resulted subsets D; be equal
to each other, and such a partition is often suf-
ficient to solving many problems. With various
combinations of the values of parameters h and &,
several fundamental problems can be formulated
as or be reduced to this partition problem. For
example, by letting k = 2 and h = 1, the problem
of merging two sorted sequences can be reduced
to the partition problem. By letting ¥ = n and
h = 1/k, the partition problem becomes that of
sorting an arbitrary set. By letting k = n and h =
1/2, the partition problem becomes that of find-
ing an approximate median in an unsorted set.
The partition problem also finds applications in
solving problems of parallel computing and com-
putational geometry. In this paper, we present



efficient parallel algorithms for solving the parti-
tion problem and its applications.

The parallel computational model we use is the
EREW PRAM [13, 15]. We denote the time x
processor product of a parallel algorithm as its
work (i.e., the total number of operations per-
formed by the parallel algorithm). When ana-
lyzing the complexity bounds of our parallel al-
%orithms, we often give only their time and work

ounds; the desired processor bounds of all our
algorithms in this paper follow from Brent’s the-
orem [5].

Except for the special cases such as merging,
sorting, and finding an approximate median, we
are not aware of any previous sequential and par-
allel algorithms for the general version of the par-
tition problem. A notable related work is due to
Frederickson and Johnson [11] on sequential se-
lection and ranking among sorted columns. Our
results on the partition problem are as follows.

e Qur parallel artition algo-
rithm takes O(log n) time and O(min{(n/h)+*
max{logh, 1}, nxmax{log(1/h),1}}) work on
the EREW PRAM. Note that the complex-
ity bounds of this parallel partition algorithm
on the respective special cases match those
of the optimal EREW PRAM algorithms for
merging [3, 6, 12], sorting [1, 9], and finding
an approximate median [8]. Qur parallel so-
lution also implies that the partition problem
can be solved sequentially in O(minf(n/h) *
max{log h, 1},n * max{log(1/h),1}}) time.

A word on the representations of the resulted
ordered subsets D; of the partition is in order.
When h < 1, the subsets D; are actually con-
structed from the set S. But when h > 1, the
subsets D; are represented implicitly: Each D;
is described by using the sorted columns Cj;, be-
cause for every such column Cj, it is sufficient to
describe the elements of D; N C; with at most two
elements of C; (hence each D; can be described
implicitly by using O(k) elements of §). This im-
plicit representation is necessary to obtaining the
desired complexity bounds for the case with A >
1.

We expect that our parallel partition algorithm
would be useful in solving many other problems.
In particular, we show how to use our paral-
lel partition algorithm to improve the complex-
ity bounds of the previously best known parallel
algorithms for the following important problems.

e For an n-element set U and a value a (a need
not be in U), we say that the rank of @ in U, de-
noted as ranky(a),is 7,5 € {0,1,...,n},ifaisno
smaller than the j-th smallest element of U and is
less than the (j+1)-th smallest element of U (with
the 0-th smallest element of U being —00). Given
the set § with k sorted columns C; and a sequence
A of m values a4, as, ..., @, such that @1 < a3 <
-e» < @m, 1 £ m < 7, the multi-ranking problem
is to find ranks(a;) for each a; in A. A related
multi-search problem is to find, for each a; in A,
the unique element b of S such that ranks(b) =

ranks(a;). Let h=n/(km). Then1/k <h < n/k.
A sequential O{min{(n/h) * max{logh,1},n *
max{log(1/h), 1}?) time algorithm for the multi-
ranking and multi-search problems is possible.
We are not aware of any parallel algorithm de-
signed specifically for these two problems, but the
following two simple parallel solutions are not dif-
ficult to obtain: Using the parallel merging algo-
rithms [3, 6, 12], the two problems can be solved in
O(log nétime and O(n+km) = O(n+ n/hg work
on the EREW PRAM; using the CREW PRAM
algorithm for sorting & sorted columns [26], the
two problems can be solved in O(logn) time and
O(nlogk) work on the CREW PRAM. Using our
parallel partition algorithm, we solve these two
problems in O(logn) time and O(min{(n/h) *
max{log h, 1}, n * max{log(1/h), 1}%) work on the
EREW PRAM. In the same complexity bounds,
our parallel multi-search and multi-ranking algo-
rithms can be used to partition § into m + 1 or-
dered subsets by using the m values in A. Since
1/h < k,when 1/k < h <lorl< h< nfk,our
algorithms can perform less work than the merge-
based and sorting-based approaches, while using
the weakest PRAM model.

o Given an unsorted set U of n elements and
a sequence @ of integers ¢, g2, . .., gm such that
1< q1<q2 < -+ < gm < n, the multi-selection
problem is to find all the ¢;-th, ¢o-th, ..., gn-th
smallest elements in U. This problem is clearly a
generalization of the well-known selection prob-
lem [4], and finds applications in several areas
(e.g., databases [20]). A sequential O(nlogm)
time algorithm for the multi-selection problem is
eagsy and is in fact optimal. Olariu and Wen
[22] solved this problem in O(lognlog* nlogm)
time and O(nlogm) work on the EREW PRAM.
Olariu and Wen’s algorithm [22] is based on a
divide-and-conquer strategy and on Cole’s par-
allel selection algorithm [8]. Using our parallel
partition algorithm, we solve the multi-selection
problem in O(logn + log(n/m)log*(n/m)) time
and O(nlogm) work on the EREW PRAM. In
the same complexity bounds, our parallel multi-
selection algorithm can be used to partition U
into m + 1 ordered subsets based on the ranks
in Q. Hence we improve the time bound of the
previously best known parallel multi-selection al-
gorithm f22] by a factor of at least logm. We
also consider a problem related to multi-selection,
which we call approrimate multi-selection: Given
the same input as the multi-selection problem,
partition U into O(m + 1) ordered subsets U; of
size O(n/(m+ 1)& each, and find, for every rank g;
€ @, the subset U; that contains the g;-th smallest
element of U. The approximate multi-selection
problem can be viewed as a generalization of the
approximate median problem for which Cole gave
an O(logn) time, O(n) work EREW PRAM al-
gorithm [8]. (In the approximate median prob-
lem, m = 1 and an element in the subset contain-
ing the (n/2)-th smallest element can be used as
an approximate median.) We solve the approxi-
mate multi-selection problem in O(logn) time and



O(nlogm) work on the EREW PRAM.

o The problem of sorting the set S from its
k sorted columns is of theoretical interest and
finds applications in several areas (e.g., informa-
tion retrieval systems [25]). Sequentially, it is
known how to sort such a set § optimally in
O(nlogk) time [16]. Optimal EREW PRAM
algorithms are known for the special cases of
this sorting problem with £ = n [1, 9] and & =
O(1) [3, 6, 12]. However, for the general ver-
sion of this sorting problem (with O(1) < &k <
n), the best known EREW PRAM algorithms ei-
ther take O(logn) and O(nlogn) work (by sim-
ply using [1, 9]) or take O(lognlogk) time and
O(nlogk) work (by repeatedly using the O(logn)
time, O(n) work EREW PRAM merging algo-
rithms [3, 6, 12]), and are clearly not optimal in
either their time or work bound!. Recently, Wen
[26] gave an O(logn) time, O(nlogk) work al-

orithm for this sorting problem on the stronger
%REW PRAM. Wen’s CREW PRAM sorting al-
gorithm is based on Cole’s cascading divide-and-
conquer technique [9]. Although Wen’s algorithm
is work optimal, it is not necessarily time optimal
on the CREW PRAM. When k = o(2lcg"/loglogn),
for example, it is easy to obtain a o(logn) time,
O(nlogk) work algorithm on the CREW PRAM
for this sorting problem, by making use of the op-
timal O(log log n) time, O(n) work CREW PRAM
merging algorithms {13, 17]. Furthermore, al-
though the cascading divide-and-conquer tech-
nique is elegant at designing numerous PRAM al-
gorithms [2], it is still a challenging issue to imple-
ment the cascading divide-and-conquer based al-
gorithms on existing parallel computers. In addi-
tion, simulating Wen’s CREW PRAM algorithms
on the EREW PRAM is likely to increase the
time bound by a factor of logn. Our algorithm
sorts the k sorted columns in O(logn) time and
O(nlogk) work on the EREW PRAM, improv-
ing the time or work bound of the previously
best known EREW PRAM algorithms and using
the weaker EREW PRAM model than the best
known CREW PRAM algorithm {26]. Further-
more, our solution need not rely on the cascad-
ing divide-and-conquer (although our partition al-
gorithm does do sorting, the sorting operation
is used in our solution merely as a%la,ck box).
Hence, our approach is possibly of more practical
value than the CREW PRAM algorithm [26].

e Chen, Wada, and Kawaguchi [7] presented
an interesting parallel technique for computing
the convex hull of n planar discs. The parti-
tion problem is one of the key operations to this
technique, and was performed in [7] in O(logn)
time and O({(nlogn)/f(n)) work on the CREW
PRAM, where f(n) is a chosen integer such that
1 < f(n) < loglogn. Using our parallel parti-

!Very recently, Nakano and Olariu [21] obtained an
O(logn) time, O(nlogk) work EREW PRAM algorithm
for the restricted case of k = GS(log n)¢) for any constant
€ > 0, by using a scheme called sampling and bucketing

[23]

tion algorithm, this operation can be performed
in O(logn) time and O(n) work on the weaker
EREW PRAM. .

Without loss of generality (WLOG), we assum
that the elements of § are distinct (otherwise, ties
can be broken based on the column indices and
the positions of the elements in the columns), and
that each column C; is represented as an array
with its elements in increasing order. Due to the
space limitation, we focus in this extended ab-
stract our parallel partition algorithm and omit
the algorithms for all the “application” problems.
We also omit the proofs of the lemmas.

2 Useful Building Blocks and a
Preliminary Algorithm

Our parallel partition algorithm makes use of sev-
eral procedures. One such procedure is a paral-
lel solution for the weighted median problem [14],
which we review as follows: Given an unsorted
set A of n distinct elements a1, a3, ..., an, with
each ¢; having a nonnegative weight w;, find the
element a; in A such that A4 is partitioned into
two ordered subsets A; and A; with each element
of Ay (resp., A2) < (resp., >) a;, and such that
Toiem Wi £ (Laeawi)/2 < wj + Taoien, i-
The special case of this problem in which every
weight w; is 1 is the well-known (unweighted) me-
dian selection problem [4]. The weighted median
problem can be solved sequentially in O(n) time
by using the linear time unweighted median selec-
tion algorithm [4]. By making use of Cole’s ap-
proximate unweighted median selection algorithm
on the EREW PRAM [8], the weighted median
problem can be solved in parallel, as follows:

1. Find an approximate (unweighted) median a,
of A by using Cole’s algorithm [8], in O(logn)
time and O(n) work.

2. Use a, to reduce the problem to a subset A’
of A, with |A’| being a constant fraction of
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3. If |A'| = O(n/logn), then sort A’ by using a
sorting algorithm [1, 9], and find the weighted
median e; from the sorted set 4’ (by perform-
ing a parallel prefix [18, 19} on the weights of
the elements in the sorted set A’); otherwise,
recursively solve the problem on A’.

The above parallel weighted median algorithm
takes O(log nloglog n) time and O(n) work on the
EREW PRAM, because it makes O(loglogn) re-
cursive calls, with each call taking O(logn) time
and performing a constant fraction of the amount
of work of the previous recursive call.

The following observation is a key to our paral-
lel partition algorithm.

Lemma 1 Suppose that a set S is organized as
k sorted columns C; of size n/k each. For each
i=1,2, ..., k, let C] be the subset of C; that
consists of every s-th element of C; (i.e., the s-th,
(2s)-th, ..., ([n/(ks)]s)-th elements of C;). Let



§' =k, CL Ifz (vesp., y) is the a-th (resp., B-
th) smallest element of §', with x < y, then there
are at most s(f — a + k — 1) elements of S that

are in between z and y (i.e., they are > z but <
y)-

Based on the above parallel weighted median al-
gorithm, we first obtain a preliminary paralle] al-
gorithm for the special case of the partition prob-
fem in which 1 < & < n/k. Note that in this case,
the sizes of the resulted ordered subsets are O(hk)
= Q(k). This preliminary parallel algorithm takes
O(log(n/(hk)) * (log kloglog k + log(n/k))) time
and O((n/h)*log h) work on the EREW PRAM.
Although the time bound of the preliminary al-
gorithm is not very efficient, we illustrate it here
because it is a useful procedure for our final solu-
tion to the general partition problem.

The preliminary parallel partition algorithm
works on sequences of consecutive blocks of the
sorted columns. For each i1 = 1, 2, ..., k, let B;
be a consecutive block of C; and n; = |B;|. Ini-
tially, B; = C; and n; = n/k. The algorithm
proceeds as follows.

1. Find the middle element b; of B; and asso-

ciate with §; a weight n;. Let WM be the set
of the k such b;’s.

2. Obtain the weighted median ¢ of WM, in
O(log klog log k) time and O(k) work.

3. Use the element ¢ to partition each B; into
two consecutive blocks B! and B!, such that
each element in B! (resp., BY) is < (resp., >)
g- (Note that B or B! can be empty.) This
is done by performing a binary search in each
B; for ¢, and it takes O(1+ max{log|B;| | i =
1,2,...,k}) = O(log(n/k)) time. (Actually,
in some extreme cases, parallel merging [3, 6,
12] instead of parailel binary search will be
used in this step; more on these extreme cases
in Lemma 4.) Assuming that on each (possi-
bly empty) block B;, the binary search per-
forms O(1+ max{log|B|,0}) work, this step
takes altogether O(k+ Y%, max{log|B;|,0})
work.

4. If 5 |B!| (vesp., 5, |BY|) > ¢ * hk for
some chosen constant ¢ > 1, then recursively
solve the problem on the sequence of blocks
B! (resp., BY).

It is clear from the above algorithm that no
element in |J°, B! is larger than any element
in U5, BY. The first three steps of the algo-
rithm altogether take O(log k loglog k +log(n/k))
time and O(k+ Y%, max{log |B;|,0}) work, and,
as to be shown next, the algorithm stops after
O(log(n/(hk))) levels of recursion. Hence the
O(log(n/(hk)) * (log kloglog k + log(n/k))) time
bound of the algorithm follows. The algorithm
clearly uses an EREW PRAM because at each of
its recursion levels, a sequence of blocks B; does
not share any element of S with any other se-
quence of blocks at the same level (if such a block

sequence exists). What remains to be done for
our analysis is to: (i) show that when the algo-
rithm stops its recursion at a sequence of blocks
B! (resp., BY), the total sum of sizes of the blocks
is O(hk), (ii) show that the algorithm stops af-
ter O(log(n/(hk))) levels of recursion, (iii) ana-
lyze the work bound of the algorithm, and (iv)
discuss how desired processor bounds can be ob-
tained from these time and work bounds.

(i) and (ii) follow from the next lemma.

Lemma 2 Let the blocks B;, B!, and B! be de-
fined as in the above preliminary parallel partition

algorithm. Then the following holds: %Zfﬂ | Bil
< T Bl < 5L IBil, and 3T 1B <

1 1B < § T 1Bl

i=1
It is more difficult to show (iii) and (iv). We

need to compute the sum of O(k + Y5, log|B;|)
work for each block sequence over all sequences of
all recursion levels of the algorithm. It turns out
that the sum of the part O(3%_, log|B;|) over all
sequences of all recursion levels of the algorithm
is the dominating factor of the total work of the
algorithm.

It is clear from the description of the algorithm
that at recursion level j, the algorithm processes
simultaneously at most 27 sequences of disjoint
blocks, and that every column C; contributes at
most one non-empty block to each such block se-
quence. Instead of calculating directly the total
sum of O(Efg lo%]B,-D over each individual se-
quence of blocks B; at level j, we calculate the
work of all these 27 sequences performed on every
column C; at level j. The total work of each re-
cursion level is then the sum of work performed
over all the k columns. Thus, at recursion level 7,
letting C; be partitioned into r; < 27 disjoint non-
empty blocks B; 1, Big, ..., é.',, ; with sizes ni1,
2, - - -5 Mir;, Tespectively, we want tofind a tight
upper bound for Y72 log|B;,| = YiL logni,.
The lemmas below together prove such an upper
bound.

Lemma 3 At level j, 0 < j < O(log(n/(hk))),
suppose the preliminary parallel partition algo-
rithm partitions a column C; of size m = n/k into
r; < 27 disjoint non-empty blocks B;1, Big, ...,
é;,rj with sizes miy, Ni2, .-, Nir;, respectively.
Ifm/27 > 4, then 3212 logn; s < 2/ log(m/27).
Lemma 4 At level j, 0 < j < O(log(n/(hk))),
the preliminary parallel partition algorithm per-
forms a total of O(k2/ + log(m/27)) work, where
m=n/k.

Lemma 5 The preliminary parallel partition al-
gorithm performs a total of O((n/h)+logh) work.

We still need to discuss how desired processor
bounds can be obtained from the time and work
bounds shown above. We make use of Brent’s
theorem [5]. There are actually two qualifications
to Brent’s theorem before one can apply it to a



PRAM: (1) One must find out the amount of work
W, done by each parallel step [, in time O(W;/P)
and with P processors, and (2) one must know
how to assign each processor to its task. The key
to applying Brent’s theorem [5] to our algorithm
is to find out the amount of work W, done by each
parallel step [ (i.e., qualification (1)) of the algo-
rithm. We like to leave the details on computing
the amount of work W; to the full paper.

3 The Parallel Partition Algo-
rithm

We classify the partition problem into three cases
based on the actual value of the parameter h: (1)
h = 1 (we call this the basic case), (2) 1/k < h
< 1,and (3) 1 < h < n/k. In all three cases, our
parallel partition algorithm runs in O(logn) time
and performs O(min{(n/h) * max{logh,1},n *
max{log(1/h),1}}) work on the EREW PRAM.
Since our solutions for cases (2) and (3) both de-
pend on the solution for the basic case, we present
first the parallel solution for the basic case, and
then the parallel solutions for cases (2) and (3).

3.1 The Case with h =1

When h = 1, the problem is to partition the &
sorted columns C; of size n/k each into O(n/k)
ordered subsets of size @(k) each. We solve this
case in O(logn) time and O(n) work. We fur-
ther classify case (1) into three cases based on the
values of n/k and k: (1.a) n/k > logn and k& >
logn, (1.b) n/k < logn and k > logn, and (1.c)
n/k > logn and k < logn (in general, we can-
not have n/k < logn and k < logn). Case (1.2)
is more typical than cases (1.b) and (1.c) because
both (1.b) and (1.c) can be treated as special cases
of (1.a). Hence we present here only the general
algorithm (for case (1.a)). It is not hard to mod-
ify the general algorithm to solve cases (1.b) and
(1.c).

Our general parallel algorithm for case (1l.a)
consists of four phases: (I) Partition the &
columns C; into O(n/(klogn)) ordered subsets F,
of size ©(klogn) each, (II) partition every subset
E, into O(k/logn) arbitrary subsets Fy of size
O(log? n) each, with each F, cousisting of logn
sorted columns of size O(logn) each, (III) parti-
tion every subset Fj into logn ordered subsets of
size O(log n) each, and (IV) let every subset E,
(of size @(klogn)) consist of O(k/logn) “roughly
sorted” columns (each column corresponds to a
subset F} that has been partitioned into logn or-
dered subsets of size ©(log n) each), and partition
E, into O(log n) ordered subsets of size ©(k) each.
We discuss each of these four phases below.
Phase I
The input is a set .S with k sorted columns of size
n/k each. Phase I consists of the following steps.

1. Choose n/(klogn) elements from each sorted

column Cj, such that these n/(klogn) cho-
sen elements together partition C; into
n/(klogn) ordered consecutive blocks of size
logn each. From all the k columns, we have
chosen n/logn elements of §. Let these
n/logn elements form a set ). This step can
be easily done in O(1) time and O(n/logn)

work.

. Sort @ by a sorting algorithm [1, 9], in

O(log n) time and O(n) work.

. Choose n/(klog n) elements from @ such that

these n/(klogn) elements together partition
Q into n/{klogn) ordered subsets of size k
each, in O(1) time and O(n/(klogn)) work.
Let these n/(klogn) elements form a sorted
set @’. Then by Lemma. 1, for any two con-
secutive elements z,y € @', there are at most
2k log n elements of § that are in between z
and y.

. Use the elements of @' to partition the set

S into d = n/(klogn) ordered subsets Ej,
Es, ..., E4 of size O(klog n) each (some sub-
sets E, possibly contain less than klogn el-
ements). This partitioning is done by first
performing a parallel binary search on each
column C; for all elements of @', and then
for every pair of consecutive elements z,y
€ @', adding up the number of elements of
each C; that are in between z and y, over
all the k£ columns. By using Chen’s paral-
lel binary search algorithm ?6] and parallel
prefix [18, 19], each column C; can be par-
titioned with the elements of Q' in O(logn)
time and O(nloglogn/(klogn)) work. Al-
together, this step takes O(logn) time and
O(nloglogn/logn) work.

. Union the sets E, whose sizes are < klogn

so that the resulted ordered set sequence of
the E,’s consists of only sets whose sizes are
O(klogn), as follows. Mark every set E; in
the sequence whose size e, = |E,| is < klogn,
and group the marked sets of the sequence
into blocks of consecutive marked sets. The
following is then done on each such block
R; ; of consecutive marked sets E;, Ejyq, ...,
E; (i £ j): Compute the prefix sums p; =

f,='- e, l=1,1+1, ..., j (by parallel prefix
{18, 19]). If p; < klogm, then let E/ = E;
U Eiy1 U - -+ U Ej, and union E’ with either
the preceding or succeeding unmarked set of
the block R;; in the sequence (e.g., let E;_y
= E;_y U E'). If p; > klogn, then for every
integere=1,2,... ,I&pj/(klogn)J, there is a
set F;_ in the block R;; such that cklogn <
Pi. < (¢+ 1)klogn (because the size of every
E;in R; ; is < klogn). Identify such a set E;,
in R;jforeache=1,2,..., ij/(klogn)rl,
and partition the block R;; into sub-blocks
of consecutive sets by using the sets E;,, ¢/
= 2,4,6, ..., 2|p;/(2klogn)|. Union the
sets in each such sub-block into a single set



(the size of the resulted set is < 3klogn).
If the set resulted from unioning the sets in
the last sub-block is of a size < klogn, then
union this set with either the preceding set
or the succeeding unmarked set of the block
R; ;. Relabel the sets in the resulted sequence
of O(n/(klogn)) ordered sets and still denote
these sets as E,’s. As a result, the size e, of
every set E, in the ordered set sequence is
such that klogn < e, < 4klogn. This step
takes O(log n) time and O(n/logn) work.

1t is easy to see that Phase I takes O(log ») time
and O(n) work.

Phase II

As the result of Phase I, we have obtained a se-
quence of d = n/(klogn) ordered subsets Ey, Ey,
..., Eq4 of size O(klogn) each. Phase II simply
partitions every such subset E, into O(k/logn)
unordered subsets Fy, b = 1, 2, ..., O(k/logn),
of size O(log® n) each, as follows.

1. Note that for each set E, and each column
Ci, E, n C; is a (possibly empty) consecu-
tive block of C;. We assume WLOG that the
size of each such block E; N C; is clogn for
some nonnegative integer ¢ (if this is not the
case, we can implicitly patch at most logn—1
dummy elements of value +o0c to the end
of E, N C;, so that the assumption holds).
Note that ¢ need not be a constant integer.
With the dummy elements, we have |E,[ <
5klogn for each E,. Partition each E, N C;
of size clogn, for some integer ¢ > 1, into ¢
sorted columns of size logn each. Hence each
set E, consists of O(k) such sorted columns.
Group the O(k) sorted columns of each E,
into O(k/logn) matrices F, b = 1,2, ...,
O(k/log n?, with each such matrix F, con-
sisting of logn sorted columns of E,. Note
that the matrices F}, are not ordered subsets
of E,.

It is clear that Phase II takes O(logn) time and
O(n) work.
Phase III
As the result of Phase II, we have, for each set E,,
O(k/logn) (unordered) matrices Fj, such that
every matrix F, of E, consists of logn sorted
columns of size logn each. Phase III partitions
every matrix Fy of E, into logn ordered subsets
of size log n each, as follows.

1. Use the preliminary parallel partition algo-
rithm in Section 2 to partition each matrix
F; into a sequence of O(log n) ordered subsets
G, of size O(logn) each. Since |F}| = log®n,
this takes O((loglogn)?logloglogn) time
and O(log? n) work on each F,. Altogether,
this step takes O((loglogn)Zlogloglogn)
time and O(n) work.

2. For every F;, compute the prefix sums of
the sizes of the subsets G, along the ordered
subset sequence of Fj. [fse the information

of these prefix sums to guide an appropriate
partitioning of each subset G, of Fj, so that
Fy is partitioned into logn or(fered subsets of
size exactly log n each. Since this partition of
Fy requires that each subset Gy of F (with
|G4| = O(logn)) be further partitioned into
at most O(1) ordered subsets, such a par-
titioning of Gy can be done by using the se-
quential linear time selection algorithm [4] on
G,. This step takes O(logn) time and O(n)

work.

Phase III altogether takes O(logn) time and
O(n) work.

Phase IV

As the result of Phase III, we have partitioned,
for every set E,, each of its O(k/logn) (un-
ordered) matrices F into logn ordered subsets
of size log n each. We can view every such matrix
F as a “roughly sorted” column whose elements
form log n ordered consecutive blocks (of size log n
each) of the column (the elements in each such
block of F}, are not sorted, but this does not mat-
ter to our algorithm). Phase IV partitions every
E, (of size ©(klogn)) into O(logn) ordered sub-
sets of size O(k) each.

1. Let every set E, form a matrix of O(k/logn)
roughly sorted columns, with each column
being a subset F}, of E,. Let a set Fj con-
tain the log n elements of the column Fj such
that these logn elements together partition
F, into log n ordered blocks of size log n each.
Let a set E! be the union of the sets Fj for
E,. Then |E!| = O(k).

2. Sort the set E,, in O(logk) time and
O(klog k) work.

3. Choose O(logn) elements from E, such that
these O(log n) elements together partition E
into O(log n) ordered subsets of size k/logn
each, in O(1) time and O(logn) work. Let
these O(log n) elements form a sorted set £,
Then by Lemma 1, for any two consecutive
elements = and y of E., there are O(k) ele-
ments of the matrix E, that are in between
z and y.

4. Use the elements of E to partition E, into
O(logn) ordered subsets of size O(k) each.
This is done by partitioning every roughly
sorted column F} of E, with the elements of
E! | as follow. Merge E! with each F) by us-
ing a parallel merging algorithm [3, 6, 12], in
O(loglogn) time and O(logn) work. Then
the elements of E! fall into some of the logn
ordered blocks of F; (of size logn each) that
are delimited by the elements of F (note that
each such block of F; may be unsorted). For
every such block Z of Fj, into which some el-
ements of E7 fall, the following is done. Sup-
pose ¢ > 0 elements of E fall into the block
Z of F,. Make logn copies of the sorted se-
quence X(Z, E!) formed by the ¢ elements of



EY that fall into Z, in O(loglog ») time and
O(clogn) work. For all elements of E, al-
together |E”| x logn = O(|F;|) = O(log® n)
copies of them are made for each column F;.
WLOG, assume the result of the above copy
making process for the block Z is a matrix
M(Z,E) of size ¢ x logn, with each row
of M(Z, E") being the sequence X(Z, EY) of
the c elements of E fell into Z. Then for
every element z; in the j-th position of the
unsorted block Z, 7 =1, 2, ..., logn, find
the unique [-th element z; in the sorted se-
quence X (Z, E”) stored at the j-th row of the
matrix M(Z, E)), such that z; < z; < zi4q
(withl € {0,1,...,c}, 20 = —00,and &4y =
+00). Associate such an element 2; of Z with
the I-th element of the j-th row of M(Z, EY).
Then a parallel prefix on each column of the
matrix M(Z, E"é for the associated elements
from the block Z gives the partition of Z by
the elements of X(Z, E”). This step takes
O(loglog n) time and O(n) work.

5. Remove all dummy elements of E,, and union
the O(logn) ordered subsets (of size O(k)
each) of E, as in Step 5 of Phase I, such that
each such subset of E, is of size O(k).

6. If the constant factor for the size of such a
subset of E, is still too big, then Cole’s ap-
proximate unweighted median selection algo-
rithm [8] can be applied to that subset O%l)
times, further partitioning the subset into
O(1) ordered subsets of size ©(k) each.

Phase IV takes altogether O(logn) time and
O(n) work.

In summary, our parallel algorithm for case
(l.aﬂ runs in O(logn) time and performs O(n)
work on the EREW PRAM. The discussion of
the correctness of the algorithm has been given
in each step of the four phases.

3.2 The Case with 1/k < h <1

When 1/k < h < 1, the problem is that of parti-
tioning the k sorted columns C; of size n/k each
into O(n/(hk)) ordered subsets of size O(hk) (<
O(k)) each. We solve this case in O(logn) time
and O(nlog(1/h)) (< O(nlogk)) work, as follows.

1. Use the algorithm for the basic case to parti-
tion the & sorted columns C; of size n/k each
into O(n/k) ordered subsets U, of size @(k)
each, in O(logn) time and O(n) work.

2. For each subset U, (of size O(k)), partition it
arbitrarily into O(hk) subsets V} of size 1/h

each, and sort each subset V. This step takes
O(log(1/h)) time and O(nlog(1/h)) work.

3. Let each set U, form a matrix of O(hk) sorted
columns, with every column being one of its
sorted subsets V; (of size 1/h each). Use
the algorithm for the basic case to partition
U, into O(1/h) ordered subsets of size @(hk)

each. This step takes O(log k) time and O(n)

work.

The correctness of this algorithm follows from
that of the algorithm for the basic case. Clearly,
the algorithm takes altogether O(logn) time and
O(nlog(1/h)) work on the EREW PRAM.

3.3 The Case with 1 < A < n/k

When 1 < h < n/k, the problem is that of parti-
tioning the k sorted columns C; of size n/k each
into O(n/(hk)) ordered subsets of size @(hk) (>
O(k)) each. We solve this case in O(logn) time
and O((n/h)logh) (> O(klogh)) work, as fol-

OWS.

1. Choose n/(hk) elements from each sorted col-
umn Cj;, such that these n/(hk) chosen ele-
ments together partition C; into n/(hk) or-
dered consecutive blocks of size i each. Let
these n/(hk) elements of C; form a sorted col-
umn C}. From all the k columns C;, we have
chosen n/h elements, and these n/h elements
form a matrix @ of k sorted columns C of size
n/(hk) each. This step can be easily done in
O(1) time and O(n/h) work.

2. Use the algorithm for the basic case to parti-
tion the k sorted columns C! (of size n/(hk)
each) of @ into O(n/(hk)) ordered subsets
Q. of size ©(k) each, in O(logn) time and
O(n/h) work. Let @’ be the sorted set of the
O(n/(hk)) elements of Q that delimit the or-
dered subsets @, of . Then for any two
consecutive elements z and y of Q’, there are
O(k}g‘elements of @ that are in between z and
y. Furthermore, by Lemma 1, for any two
consecutive elements z and y of Q’, there are
O(hk) elements of § that are in between z
and y.

3. Use the elements of @’ to partition § into
O(n/(hk)) ordered subsets of size O(hk
each. Thisis done by partitioning each sorte
column C; of § with the elements of ', as fol-
low. Perform a parallel binary search on each
column C; for all the elements of Q' by using
Chen’s EREW PRAM algorithm for parallel
binary search on sorted arrays [6]. The par-
allel binary search on each column C; takes
O(logn) time and O((n/(hk))logh) work.
Hence this step altogether takes O(logn)
time and O((n/h)logh) work.

4. Union the resulted O(n/(hk)) ordered sub-
sets (of size O(hk) each) of S as in Step 5 of
Phase I of the algorithm for the basic case,
such that each such subset of § is of size
O(hk). This step takes O(logn) time and
O(n/h) work.

The correctness of the above algorithm follows
from that of the algorithm for the basic case and
from Lemma 1. The algorithm obviously takes
altogether O(logn) time and O((n/h)logh) work
on the EREW PRAM.



Finally, we should point out that it is an easy
matter to reduce the maximum size of the resulted
ordered subsets of the partition by a chosen con-
stant factor. For example, by letting h’ = h/c for
some constant ¢ > 1 and using A’ instead of A in
our partition algorithm, the maximum size of the
resulted ordered subsets is reduced by a constant
fraction depending on ¢, in the same asymptotic
complexity bounds.

We now summarize the results of this section in
the following theorem.

Theorem 1 Given an n-element set S that is
organized as k sorted columns of size n/k each
and given a parameter h with 1/k < h < n/k,
suppose the following partitioning on S is to be
done: Partition S into g = O(n/(hk)) subsets
Dy, D,, ..., D, of size O(hk) each, such that
for any two indices i and j with 1 < i < j
< g, no element in D; is bigger than any el
ement in D;. Such a partition of § can be
obtained in O(logn) time and O(min{(n/h) *
max{log k, 1},n x max{log(1/k),1}}) work on the
EREW PRAM.
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