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Abstract .
This paper presents a set of rules through which statecharts can be created from event trace

diagrams. Initial statecharts are built by considering the in-coming and out-going messages of the objects of
a class. Any in-coming message represents an event which corresponds to a possible transition. An interval
between two consecutive events is considered a state. After creating the initial statecharts, our proposed
rules are applied to make the statecharts compact and complete. The final statecharts contain state hierarchy,
concurrent states and other statechart components. Our approach can be used by CASE tools to automatically
generate statecharts from event trace diagrams.
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1 Introduction

Most of the current object oriented methodologies, such
as OMT [1], Booch [2] method, Use-case method [3] and
Unified Modeling Language (UML) [4], suggest to repre-
sent the dynamic behavior of an object oriented system
by a set of state transition diagrams. These methodolo-
gies usually use Harel’s statecharts [5, 6, 7] which offer
a number of extensions, such as state hierarchy and con-
current states, to the usual state transition diagrams.

A statechart represents the complete behavior of a sin-
gle class of objects. To create statecharts, the object
oriented methodologies suggest to first create some sort
of scenarios represented by event trace diagrams [1] or
message sequence charts [4] which show the interactions
between objects while the system is running: However,
the methodologies do not explain how statecharts can be
built from a set of scenarios.

In this paper, we present a set of rules to create state-
chart for a particular class of objects from a set of event
trace diagrams in which the objects of the class partici-
pate. First a simple statechart is created and then rules
are used to simplify and compact the statechart. Our
method is iterative. New event traces can be added to
statecharts created earlier from some other event traces.

2 Event Traces and Statecharts

An event trace diagram represents a scenario, which is
a sequence of events that occurs during one particular
execution of a system. The event trace diagram shows
each object as a vertical line and each event as a horizon-
tal arrow from the sender object to the receiver object.
Time increases from top to bottom.

A state is an abstraction of the attribute values of an
object. A state specifies the response of the object to
input events. The response of an object to an event may
include an action and/or a change of state by the object.
A state corresponds to the interval between two events
received by an object. Events represents points in time;
states represents intervals of time.

A statechart relates events and states. When an event
is received, the next state depends on the current state as
well as the event. A change of state caused by an event
is called a transition. A statechart is a graph whose
nodes are states and whose directed arcs are transitions
labeled by event names and possibly action names. The
statechart specifies the state sequence caused by an event
sequence. If an object is in a state and an event labeling
one of its transitions occurs, the object enters the state
on the target end of the transition. The transition is said
to fire.

Figure 1: Remote control device for the cassette player

3 Creating Simple Statecharts

We use a simple Cassette Player system throughout the
paper to demonstrate our approach. The player is oper-
ated with a remote control device having several buttons
(Figure 1). We suppose there are two classes in the sys-
tem: Device, which represents the remote control device,
and Controller, which implements the actual behavior of
the player when various buttons are pressed. Whenever
some button is pressed, the Device informs the Controller,
which in response performs some action and changes the
state of the player. We use our approach to construct
statechart for the Controller class from a set of event trace
diagrams.

A statechart describes the behavior of a single class
of objects. The sequence of events in an event trace di-
agram corresponds to paths through the statecharts of
the corresponding objects. A statechart of a class of ob-
jects should have paths corresponding to all event trace
diagrams in which the objects of that class participate.
Therefore, to construct a statechart for a class of objects,
we should consider the vertical lines that correspond to
the objects of that class in all the event traces.

For an object in the event trace diagram, the incom-
ing arrows designate events received by the object and
the outgoing arrows designate actions performed by the
object. The interval between any two consecutive events
specifies a possible state. If there is an action between
two events, the action is executed while entering the new
state.

We believe that statecharts should be built in phases.
In the first phase, the following three rules are applied to
each of the event traces in which the objects of the class
participate:

RULE 1: Before receiving any event, the object is in
the default state.
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Figure 2: Event trace 1 and the corresponding state-
chart 1

RULE 2: Incoming arrows are events; they become
transitions.

RULE 3: Intervals between events become states. Out-
 going arrows at the intervals are actions; they be-
come actions of the transitions leading to the states.

Figures 2 and 3 show two event traces and the cor-
responding statecharts built following the above rules.
Each transition has a label, which consists of the event
name followed by a slash (“/”) followed by the action
name. Each state is given a unique name. Any name
can be given to a state, but it makes sense to derive
the name from the action of the transition leading to
the state, as we did. Next, the following rule is used to
obtain a single statechart.

RULE 4: A single main statechart for a class is ob-
tained by combining all the partial statecharts cre-
ated from different event traces. The default states
in the partial statecharts represent a single default
state in the main statechart. States and transitions
from all the partial statecharts are added to the
main statechart. If a transition or state is common
in the partial statecharts, it is taken only once in
the main statechart.

Suppose we also have the statecharts of Figures 5 and
4 from some other event trace diagrams. Figure 6 shows
the statechart obtained by combining the statecharts of
Figures 2, 3, 4 and 5.
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Figure 3: Event trace 2 and the corresponding state-
chart 2

PowerBut/ RwdBut/
setPowerOn startRwd
» Rewind
StopBut/
stop

PowerBut/ PlayBut/
setPowerOff ™\ startPlay
‘ PowerOff ;‘ Play @

Figure 4: Statechart 3 obtained from some event trace
diagram

PowerBut/ PlayBut/
setPowerOn startPlay
e

StopBut/ .
stop.

PowerBut/ RwdBut/

sctPowerOff startRwd

Figure 5: Statechart 4 obtained from some event trace
diagram :
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Figure 6: The main statechart obtained by combining
the partial statecharts

4 Deleting unnecessary states

After creating a simple statechart for a class, it can be
simplified by deleting unnecessary states and transitions.
A statechart with lesser number of states and transitions
is easier to comprehend. Before presenting the rule for
deleting unnecessary states, we define two functions for a
state: Sous, the set of all out-going transitions from state
S; and S;,, the set of all in-coming transitions to state
S. The two functions can be mathematically defined as:

Sout = {(e,a,st), such that when the current state is
S and event e occurs, action a is executed and the state
is changed to st}

Sin = {(e,a, sf), such that when the current state is
sf and event e occurs, action a is executed and the state
is changed to S}

RULE 5: If Slout € S20u, then S1 and S2 can be
replaced with a single state (say $3), such that
S3out = S20ut and 93y, = S1ip U 524,

Using the above rule, the Default and PowerOff states
in Figure 6 can be combined to form a single state
(PowerOff). Similarly, the PowerOn and Stop states can
be combined together to form a single state (Stop). The
result is shown in Figure 7.

5 State Hierarchy

The concept of state hierarchy can be used to decrease
the number of transitions in a statechart. A transition
from a superstate is inherited by each of the substates.

RULE 6: If S1,52,..,5n have the same transi-
tion (e,a,s), then a superstate (say S) having
S1, 82, .., 8n as its substates can be introduced such
that the transition (e,a,s) will be removed from

PowerBut/sctPowerOn ~—— RwdBut/startRwd

Rewind

StopBut/stop
PowerBut/
sctPowerOff

PowerOff )

P tPlay

StopBut/stop

PowerBut/setPowerOff

PowerBut/setPowerOff

Figure 7: The simplified statechart with its states com-
bined

Y
Play |

Stop PN\ R Rwd
[ Stop | | Rewind
PlayBut/startPlay p—g StopBut/stop

PowerBut/setPowerOft

PowerBut/sctPowerOn

@ D-‘ PowerOff

Figure 8: Statechart with state hierarchy

each of the substates (S1,52,..,9n) and added to
the superstate S.

In Figure 7, there is a common transition (e = Power-
But, a = setPowerOff, s = PowerOff) from states Stop,
Play and Rewind. Applying the above rule, we have the
statechart of Figure 8.

When there is a state hierarchy, there is usually a de-
fault substate inside each of the superstate. When a
transition leading to the superstate is executed, the de-
fault substate gets activated. We can use the following
rule to divert a transition from a substate to the super-
state.

RULE 7: Transitions towards a substate can be di-
rected to its superstate if the substate is the default
one.

Figure 9 shows the result when the above rule is ap-
plied to the statechart of Figure 8. We give the name
PowerOn to the superstate because of the transition from
the PowerOff state.

6 Concurrent states

It is not necessary to apply the statechart simplification
rules to all of the event trace diagrams at once. Instead,
a statechart can be constructed by considering only few
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PowerOn
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‘ Play | [ stop |
PlayButstartPlay ~—r’

PowerBut/setPowerOff

| Rewind

StopBut/stop

PowerBul/sctPowerOn

Figure 9: Statechart with a default substate inside a
superstate

Speaker
SpeakerBul/setLeft / N\ SpeakerBut/setRight
Both o Left +{ Right
SpeakerBut/seiBoth

PowerBut/setPowerOff

PowerBut/sctPowerOn

Figure 10: Statechart created from a different set of event
trace diagrams

of the event traces and then the statechart can be ex-
tended as new event traces become available. We can
even create a statechart from a set of event traces and
then combine it with a statechart created earlier from a
different set of event traces. The above rules can be used
to combine the statecharts. This later combination of
two or more independently created statecharts becomes
very valuable if the underlying class of objects has some
sort of concurrency. Concurrent states become active si-
multaneously whenever their superstate becomes active.
This results in a very compact description of a complex
system. Concurrent substates are also called AND-type
substates, whereas the usual substates are called OR-
type substates. Suppose that we have another statechart
(Figure 10) for the Controfler class of the player system
created from another set of event trace diagrams. Now
the following rule states that we have to introduce con-
current states in order to combine the statechart of Fig-
ures 9 and 10.

RULE 8: If there are two superstates S1 and S2, such
that Sl = S2pn and Sloy = S2,4, then they
must be combined with AND.

Using the above rule, we arrive at the statechart shown
in Figure 11. We give the names Speaker and Player to

PowerOn
Speaker
SpeakerBut/setLeft SpeakerBut/sctRight
Both @ Right
SpeakerBut/setBoth
Player
StopBut/stop /L RwdBut/startRwd -
Play ] { stop ] | Rewind
PlayBut/startPlay N StopBut/stop
N\ J
PowerBut/setPowerOff
PowerBut/setPowerOn

Figure 11: Statechart having concurrent states

the two AND-substates and the name PowerOn to the
superstate of the substates.

7 Refining the Statechart

The major difference between an event trace diagram
and a statechart is that an event trace diagram shows
the sequence of events that occurs during one particular
execution of a system whereas a statechart is supposed
to represent the complete behavior of a class of objects.
Event trace diagrams do not completely describe the dy-
namic model of a system. Therefore, even after con-
sidering all the event trace diagrams of a system, it is
quite possible that the resulting statecharts are incom-
plete. We believe that there should be a refinement phase
where the missing parts of a statechart are added to it.

In the cassette player remote control device, there is
also a Fwd button which can be pressed and the system
is supposed to respond to it in some way. The state-
chart of Figure 11 does not specify any behavior for a
FwdBut event. In this particular example, we can guess
that the behavior of the FwdBut event resembles with
that of RwdBut and can refine the statechart as shown
in Figure 12. However, sometimes we may not be able
to guess the behavior and may need to create an extra
event trace diagram to make the statechart completed.
Applying RULE 6 about state hierarchy to Figure 12, we
get the statechart of Figure 13.

The following rule can be applied to the final state-
chart to avoid the repetition of action names on transi-
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PowerOn
4 PowerOn \
Speaker
Speaker
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© © e SpeakerBut
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. J
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PowerBut/setPowerOff
PowerBut/setPowerOff
PowerBut/setPowerOn
PowerBut/setPowerOn

PowerOff
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Fi 14: Statechart with ent d exit acti
Figure 12: Statechart after adding a new state Forward e atechart With eniry and ex achions

tions.

4 N . . i
PowerOn RULE 9: If all the in-coming transitions of a state have
the same action, the action can be made as the entry
Speaker action of the state and removed from the transitions.
Similarly, if all the out-going transitions have the
SpeakerButsetLeft /™ SpoakerButsciRight /T same action, the action can be made the erit action

Both et ) Right and removed from the transitions.

SpeakerBut/setBoth

Figure 14 shows the result when the above rule is ap-
plied to the statechart of Figure 13.

Player Running

Forward
FE——— 8 Related Work

~ RwdBut/startRwd R a
@—b@ ) e The most related work is that of Koskimies and Maki-
StopBut/stop

nen [8] who developed an algorithm which converts a se-
quence of event trace diagrams into state machines. The
basis of their algorithm is the same as our RULES No.
2 and 3. The result of the algorithm is simple state ma-
\ -/ chines without any state hierarchy and concurrent states.
PowerBut/sctPowerOIf Whereas our set of rules produce real statecharts with al-
most all of the extensions described by Harel [5, 6, 7].

PlayBut/startPlay Play

Ol

PowerBut/sctPowerOn

Figure 13: Statechart with further state hierarchy

9 Conclusions

A set of rules have been developed through which state-
charts can be created from event trace diagrams. First,
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basic rules are applied to build simple statecharts. Then
simplification rules are applied to make the statecharts
simple and compact by deleting unnecessary states and
introducing state hierarchy and concurrency. In future
work, we plan to implement our rules in a system which
automatically converts a set of event trace diagrams into
statecharts.
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