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The client and the server communicate using communication methods such as HT'TP and WebSockets to
exchange data. What is passed is in binary format, and the client and the server need to encode and decode
the data exchanged by the application in some way to the binary format. JSON, XML, Protocol Buffers,
etc. are used as the ones that can be converted from the application data type to binary format. JSON and
XML are text data, and if you want to include binary data such as images, you need to use a format such
as base64, which will increase the size of the data. Protocol buffers have their schema and maintain the
size of binary data such as images, and do not need to write multiple languages, can not include algebraic
data types directly. Algebraic data types are designed to reduce impossible patterns and to make the data
easier to understand. The code generator of definy-core, which we have developed in this study, allows us
to generate type definitions and codes for decoders and encoders to binary formats with a single definition.
Since the schema definition and code generation are done in code, we can benefit from the input support of
the existing languages and there is no need to provide editor extensions and the order of code generation
is flexible. Currently, only TypeScript code generation is supported. Definy-core’s type definitions are also
made with definy-core. Although it is designed for web applications, it can be used for other purposes as
well.
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