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Abstract: The large power consumption of smartphones is an important issue. Smartphone operating systems such
as Android have a function that invokes an application without user’s operation. That is, an application runs and may
communicate using its network interface in the screen-off state without user’s operation. This behavior consumes large
batteries. Temporarily disabling its network interface is one of the promising methods for reducing power consumption
in the screen-off state. Less power is consumed while its network interface is disabled, but processes of disabling and
enabling its network interface consume battery. Therefore, it is necessary to keep the interface disabled for a suffi-
ciently long period such that the power consumption decreased by disabling the network interface exceeds the power
consumption increased by the transition process of disabling and enabling the interface. In this paper, we focus on a
method of reducing power consumption in the screen-off state by repeating to disable and enable the network interface
and discuss estimation of its Break-Even Time (BET) with which the sizes of increased and decreased power consump-
tion are the same. We then propose two methods for estimating BET. One method estimates BET by integrating the
electric current. The other method estimates it according to the average electric current. We evaluate the methods with
practical applications and Android devices and show that the method based on the average electric current can estimate
BET accurately. In the case of our experiments, the difference between the actual and estimated BETs was less than
16.4%.
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1. Introduction

A smartphone severely consumes battery. Reduction of its
power consumption is one of the most important issues [1], [2],
[3]. Smartphone applications run without users’ operation in the
screen-off state. These applications sometimes perform commu-
nication using their network interfaces and consume battery heav-
ily [4], [5]. Disabling network interfaces, such as Wi-Fi interfaces
and cellular interfaces, is a simple and effective method for de-
creasing its power consumption. Most of the applications assume
that they sometimes cannot connect to networks in the screen-
off state. We then expect that temporal disabling the network
interface does not occur serious problems. We assume that dis-
abling their network interface for a long time declines users’ ex-
periences. Therefore, we argue that a system should keep its net-
work interface normally disabled to save its power consumption
and occasionally enable the interface in a short time to prevent a
severe decline of the user experience.

The method that normally disables its hardware component and
enables the component shortly on demand was proposed [6] for
some components. For example, the studies of Refs. [7], [8], [9]
demonstrated that the method was effective for hard disk drives
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(HDDs).
State transition to enable and disable a hardware component

temporally increases its power consumption with many kinds of
components. Thus, frequent transition increases its energy con-
sumption. The power consumption decreased by disabling a com-
ponent must be greater than the power consumed for the transi-
tion in order to save power consumption. The longer the disabling
time is, the larger the power consumption is reduced. The period
of being disabled with which the decreased and increased power
consumptions are same is called Break-Even Time (BET) [6].

BET is not provided in typical cases. Thus, investigation of the
BET is important if a user saves the power consumption by re-
peating to disable and enable its network interface. In this work,
we focus on Android devices and discuss methods for estimating
BET of intermittent disabling network interface. We propose two
methods for estimation. One is based on an integration of electric
current. The other is based on the average electric current. We
then evaluate the methods and demonstrate that the latter method
can estimate the BET accurately.

Android is a popular operating system for mobile devices such
as smartphones and tablet PCs with a market share of 85.0% in
Q1 2017 [10]. The Linux kernel of the operating system provides
a function by which a software program can obtain the electric
current of the device. Consequently, we focus on this operating
system and present our evaluation based on this operating system
in this paper.

This paper is an extended version of the previously published
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work of Refs. [11], [12], [13], [14]. In this paper, we focus on the
method for reducing power consumption. The method repeats to
disable and enable the network interface longer than BET. We
then propose methods for estimating BET and evaluate the meth-
ods by repeating to disable and enable the interface of our de-
vice in which practical applications are installed. The evaluation
shows that the method based on the average electric current can
estimate more correctly. This method is explicitly activated by a
user for reducing the power consumption.

The remainder of this paper is organized as follows: Section 2
explains a method for saving power by repeating to disable and
enable the Wi-Fi interface. Section 3 proposes methods for es-
timating BET. Section 4 shows the results of the preliminary
experiment. Section 5 evaluates the proposed methods. Section 6
discusses the proposed methods. Section 7 introduces the related
work. Section 8 concludes this study.

2. Power Saving by Intermittent Disabling
Network Interface

This section describes a method for reducing power consump-
tion by intermittent disabling the network interfaces and explains
its BET.

2.1 Power Consumed by State Transition of Network Inter-
face

We observed the power consumed by the state transitions
of Wi-Fi interface, which is the temporally increased power
consumption just after enabling and disabling the network
interface. We evaluated power consumption by installing a set of
applications, leaving the Android device untouched, and mea-
sured the electric current. The application set was composed of
the top 20 applications ranked in the Google Play Store on Dec.
6, 2016. The used device and the network interface are Nexus
7 (2013) and its Wi-Fi interface, respectively. Table 1 presents
the specification of the device. In this paper, we started our
measurements with the battery fully charged. We assumed that
the voltage was constant and the power consumption per minute
was proportional to the electric current during the measure-
ments. We then measured the electric current instead of power
consumption per minutes for discussing power consumption.
We obtained the remaining battery level and the electric current
from /sys/class/power supply/battery/capacity and
/sys/class/power supply/battery/current now, respec-
tively. Some applications in the set made the device into the
screen-on state at their communications. In order to highlight the
effect of the network interface on the power consumption, we
invoked our application that performed WakeLock of the screen
with “SCREEN DIM WAKE LOCK” during the measurements.
The screen kept lighting very darkly. This application did not
do anything except for issuing WakeLock and worked as the
foreground application. Thus, the foreground application did not
give any effect on the experimental results.

Figure 1 to Fig. 3 show the results of the observation. Fig-
ure 1 depicts the transition of the absolute electric current in our
measurement in which the interface was disabled and enabled at
13 and 113 seconds, respectively. Figure 2 and Fig. 3 show the

Table 1 The specification of the experimental device.

Fig. 1 Transition of the electric current.

Fig. 2 Transition of the electric current around disabling the network inter-
face.

Fig. 3 Transition of the electric current around enabling the network inter-
face.

enlarged transitions around disabling and enabling, respectively.
The results in Fig. 1 indicate that the absolute value of the electric
current increased just after disabling and enabling. These results
support a previously mentioned assumption that transition of the
state temporally increases the power consumption.

2.2 Power Consumption and BET
The measurement in Section 4 will demonstrate that the power
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consumption per minute can be reduced by repeating to enable
and disable its network interface. Figure 4 illustrates the model
of transition of the electric current including enabling and dis-
abling the network interface. The areas of A0 and A1 are the
power consumptions increased by disabling and enabling, respec-
tively. The area of B is the power consumption decreased by
disabling the interface. The length of b is the difference of the
electric currents with the interface enabled and disabled. The fol-
lowing inequality must be satisfied in order to decrease the power
consumption.

A0 + A1 < B (1)

In addition, we define BET as the length of disabled time such
that the following equation is satisfied.

A0 + A1 = B (2)

We have to make the interface disabled longer than BET in or-
der to reduce power consumption. However, BET is not provided
usually. Therefore, estimation of BET is essential.

2.3 Action for Saving Power Consumption
In this subsection, we describe an action that is required for a

user to save power consumption by intermittent disabling a net-
work interface. As described, an act of temporal disabling whose
length is longer than the BET reduces power consumption. In
order to extend its battery run time, a user has to repeat this act.
A battery run time can be extended by repeating the following
action.
( 1 ) Disable its network interface for a period that is longer than

BET, e.g., 2 × BET.
( 2 ) Enable the network interface for a period.

Fig. 4 Model of transition of the electric current (enabling and disabling the
network interface).

Fig. 5 A sample shell script.

This can be easily achieved by a simple program. A sample of
bash shell script program is described in Fig. 5.

3. BET Estimation

In this section, we propose two methods for estimating BET.
One is based on integration. This is a naive method on a basis
of existing studies. The other is based on the average electric
current.

3.1 Estimation based on Integration
First, we proposed an estimation method based on integration.

As described in Section 2, BET is the length of the time for dis-
abling the interface with which the Eq. (2) is satisfied. Obtaining
A0, A1, and b is necessary in order to calculate BET. This method
computes A0 and A1 by integrating the monitored electric cur-
rents. This method gets b from the difference of the measured
average electric currents with the network interface disabled and
enabled. We then can calculate BET by the following equation
using A0, A1, and b.

BET = (A0 + A1)/b (3)

This method must calculate A0 and A1 based on the monitored
electric currents in a very short time, so this method is expected to
be problematic in accuracy. That is, the value may contain a large
measurement noise. In addition, this method requires calculation
of integration for each disabling and enabling. Thus, long-term
measurement is not easily achieved with this method. This is a
naive method that is achieved by straightforwardly applying the
BET estimating method in Refs. [8], [9].

This method requires to integrate for the parts of A0 and A1. In
the cases of Fig. 2 and Fig. 3, integrations between 13 and 17 sec-
onds and between 114 and 120 seconds are required, respectively.

3.2 Estimation based on the Average Electric Current
In this section, we propose a method for estimating BET based

on the average electric current. Figure 6 shows a model of power
consumption of one iteration of loop of disabling and enabling a
network interface. This method measures the electric current for
discussing power consumption as described. ion and ioff are the
electric currents with the network interface always enabled and
disabled, respectively. tcom0 and tcom1 are the times required to
disable and enable the interface, respectively. tcom is the amount
of time required to enable and disable the interface. ton and toff are
the times in which the interface is enabled and disabled, respec-

Fig. 6 Power consumption model of a cycle of enabling and disabling the
network interface.
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tively. A0 and A1 are the consumed powers by state transitions of
the interface. A is the total power consumption increased by en-
abling and disabling. iloop is the average electric current when the
network interface is repeatedly enabled and disabled. The figure
presents the following equation.

iloop =
A + ion(tcom + ton) + ioff · toff

tcom + ton + toff
(4)

That is,

A = (tcom + ton)(iloop − ion) + toff (iloop − ioff ) (5)

All the values in Eq. (4) except for A can be obtained by mea-
surement. Therefore, A can be obtained by Eq. (5). BET is toff
such that

iloop = ion (6)

That is,

BET =
A

ion − ioff
(7)

Unlike the estimation based on integration, this method esti-
mates based on the long-term measured value, so we can expect
that this method can estimate more accurately. This method re-
quires only to keep measuring the electric current long-term. Im-
proving accuracy is easily achieved with this method.

The electric current can be obtained from the Linux kernel via
/sys/class/power supply/battery/current now. We ob-
tained the value of electric current via this file in every 0.3 sec-
onds with a shell script.

4. Preliminary Experiment

In this section, we present evaluations of the battery decreasing
speeds with the network interface enabled and disabled.

4.1 Power Consumption per Minute with Network Interface
Enabled and Disabled

We evaluated power consumption by installing a set of applica-
tions, leaving the Android device untouched, and measuring time
spent for the value of the remaining battery from 3,950.0 mAh to
2,962.5 mAh. This is the quarter of the fully charged battery. The
experimental setup is the same as that of Section 2.1.

Figure 7 depicts the transitions of the remaining battery ca-
pacity with the network interface enabled and disabled. The re-
sults depicts that average consumed battery capacity per minute

Fig. 7 Transition of the ratio of the remaining battery.

are 2.83 mAh/min and 2.36 mAh/min with the interface enabled
and disabled, respectively. These results indicate that the device
consumed more battery with its network interface enabled than
disabled.

4.2 Transition of Electric Current
Figure 8 and Fig. 9 show the transitions of the absolute elec-

tric currents during the measurements, i.e., from 3,950 mAh to
2,962.5 mAh, with the network interface enabled and disabled,
respectively. The average absolute electric currents in the enabled
and disabled states are 145.3 and 132.2 mA, respectively. The red
lines in the figures depict the averages.

5. Evaluation

5.1 Experimental Setup
In this section, we evaluate the proposed methods. We in-

stalled three sets of applications into our experimental device
and then estimated BETs with the two proposed methods. The
first and second sets are composed of the top 20 and 50 appli-
cations ranked in the Google Play Store on November 6, 2016,
and February 18, 2017, respectively. The third set is based on
a practical smartphone usage model [15]. This is composed of
popular 11 applications. We consider that the first and second
experimental setups are suitable for focusing on popular applica-
tions. The values of A and B in Fig. 4 depend on the numbers of
the installed applications. Comparing the results with the first and

Fig. 8 Transition of the electric current (Wi-Fi interface enabled).

Fig. 9 Transition of the electric current (Wi-Fi interface disabled).
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Table 2 The BET estimated by the method based on integration (20 appli-
cations).

second application sets, we can discuss the dependency the pro-
posed methods on these values, i.e., A and B. However, installing
only popular applications does not sound usual for many users.
The third application set is suitable for evaluating the method in a
usual situation. The used devices are Nexus 7 (2013) and Nexus
5X. The experimental setup is the same as that in Section 2. The
length of the time in which the Wi-Fi interface was enabled was
always 30 seconds. The length of being disabled ranged from
50 to 400 seconds. We measured the time required to consume
987.5 mAh battery, which is the quarter of the maximum battery
capacity, with various length of being disabled. We obtained the
value of the electric current and the remaining battery level from
the operating system kernel every 0.3 s and stored them to its flash
storage using a shell script file. The administrative authority, i.e.,
root authority, is necessary to obtain these values from the ker-
nel. In all the experiments, we left the Android device untouched
and measured these values. The applications used in Section 5.2,
Section 5.3, and Section 5.5 are described in the Appendix. With
the methods based on integration, the current of 10 cycles were
monitored for estimating the BET. With the method based on
the average electric current, that were monitored for the time to
consume the quarter of the battery.

5.2 20 Applications
First, we evaluate the estimations using the 20 applications and

Nexus 7. Table 2 describes the BETs estimated by the method
based on integration. The results imply that the estimated BETs
of the method are almost the same irrespective of the time of be-
ing disabled. In this paper, we assume the average time, which is
54.5 seconds, as the estimation result. Figure 10 shows the iloop

estimated by the method based on the average current and the
measured ion. The iloop is calculated with the formula (4). From
the result in the figure, we can find that the BET estimated by the
method based on the average electric current is 91.9 s. That is the
time length at which the values of iloop and ion are the same. The
figure shows also the measured battery decreasing speeds. The
results show that the actual BET is around 100 seconds. In this
paper, we define the actual BET as the value obtained by the lin-
ear approximation from a graph, which is 97.7 s. We can see that
the BET estimated by the method based on the electric current is
more accurate. These results indicate that the BET can be esti-
mated more accurately with longer-term measurement including
more cycles. We obtained the electric current from the kernel as
described. We did not measure the electric current with a hard-
ware ammeter. Please note that these values are lowly accurate

Fig. 10 The BET estimated by the method based on average electric current
and the measured actual BET (20 applications, Nexus 7).

Table 3 The BET estimated by the method based on integration (50 appli-
cations).

Fig. 11 The BET estimated by the method based on average electric current
and the measured actual BET (50 applications, Nexus 7).

and this BET is an approximate value.

5.3 50 Applications
Second, we discuss the results of the 50 applications and

Nexus 7. Table 3 describes the BET estimated by the method
based on integration. The average is 53.0 s. Figure 11 shows
the estimation of the method based on the average current. The
results show that the estimated BET is 99.5 s. The figure shows
also the measured battery decreasing speeds. These show that the
actual BET obtained by linear approximation is 100.2 s. There-
fore, we can say that the method based on the average current
estimated more accurately also with the 50 applications.

5.4 Device Dependency
Third, we evaluate the proposed method with another device in

order to investigate its device dependency. We installed the set of
20 applications into Nexus 5X and estimated its BET. Table 4
describes the specification of the device. In the case of Nexus
5X, available electric current is updated every 30 s. Therefore,
we cannot apply the method based on integration and evaluated

c© 2019 Information Processing Society of Japan



Electronic Preprint for Journal of Information Processing Vol.27

Table 4 The specification of the experimental device.

Fig. 12 The BET estimated by the method based on average electric current
and the measured actual BET (20 applications, Nexus 5X).

Fig. 13 The BET estimated by the method based on average electric current
and the measured actual BET (practical application set, Nexus 7).

only the method based on the average electric current.
Figure 12 shows the estimated and measured electric currents.

The iloop and ion in Fig. 12 show that the estimated BET is 52.1 s,
at which the estimated current equals to that with the Wi-Fi in-
terface always enabled. The battery decreasing speeds in the fig-
ure show that the actual BET obtained by linear approximation is
53.9 s. These results indicate that the method based on the aver-
age electric current can estimate BET accurately also with Nexus
5X. Please note that these results are based on the values obtained
from the kernel which are lowly accurate.

5.5 Practical Smartphone Usage Model
In this subsection, we evaluate the method based on the average

electric current with an application set that is based on a practical
smartphone usage model [15]. The application set is composed
of popular 11 applications. We installed these applications and
estimated BET. The used device is Nexus 7.

Figure 13 shows the estimated electric current and actual
battery consuming speed. The average current and consuming
speed with the device always enabled are 139.0 mA and 4.6%/h,
respectively. Namely, the estimated and actual BETs are 55.9 s

Fig. 14 Battery runtime with and without intermittent disabling.

and 48.0 s, respectively. From these results, which are based
on the values obtained from the kernel, we can expect that the
method based on the average electric current can estimate BET
with the application set based on the practical usage model.

5.6 Battery Runtime
In this subsection, we discuss battery runtime with the experi-

mental results in the previous subsections. The screen kept light-
ing very darkly in the experiments. Naturally, a battery runtime
can be directly obtained from a battery decreasing speed because
they are in inverse proportion. Thus, we discuss battery runtime
with the battery the decreasing speed.

The method based on the average electric current provides the
prediction on the relationship between the disabled time and the
electric current, such as Fig. 10, and Fig. 11. In the case of the ex-
periments with the top 20 applications, Fig. 10 indicates that the
electric current will decrease from that of always enabled with
200 s disabled time. The ratio between them is 1.040. The figure
indicates also that the electric current will decrease with 400 s
disabled time and the ratio is 1.063. These imply that the battery
runtimes also extend and their ratios are 1.040 and 1.063. Fig-
ure 10 shows that the battery decreasing speed actually decreased.
Their ratios are 1.034 and 1.065 with 200 and 400 s disabled time,
respectively. Comparing predicted and actual values, we can say
that the method based on the average electric current achieved an
accurate prediction of the battery decreasing speed according to
the relationship. Next, we calculate the size of decreased power
consumption by repeating to disable its network interface. As
shown in Section 5.2, the BETs estimated by the methods based
on integration and the average electric current are 54.5 (as de-
scribed in Table 2) and 91.9 s (as shown in Fig. 10), respectively.
In cases of disabling the network interface for twice the BET, a
user repeats to disable the interface for 109.0 and 183.8 s. We
calculated of the battery decreasing speeds at 109.0 and 183.8 s
using linear approximation from the results in Fig. 10, and calcu-
lated the battery runtimes from these speeds. Figure 14 shows the
calculated battery runtime with 25% battery. The results demon-

c© 2019 Information Processing Society of Japan



Electronic Preprint for Journal of Information Processing Vol.27

strate that disabling the interface according to an inaccurately es-
timated BET, which is by the method based on integration, could
not suitably extend the battery runtime, i.e., only 0.79%. On the
contrary, the accurate BET effectively increased the battery run-
time, i.e., 2.9%. Please note that these results are based on the
values obtained from the kernel which are lowly accurate. These
results indicate that estimating BET more accurately results in
better power saving.

In this section, we evaluated the proposed methods with the
simple experiments using the several limited devices. Our re-
sults showed the possibility that the power consumption can be
decreased by our proposed methods.

6. Discussion

First, we discuss the negative effect of the intermittent dis-
abling network interface. We think disabling the network inter-
face sometimes results in a decline of the quality of the service of
applications and user experience. However, many smartphones
often go into situations wherein they cannot communicate via
network temporarily such as entering an elevator, underground,
or an airplane. Consequently, we expect that many of the appli-
cations are designed not to cause a severe problem even if they
cannot communicate temporarily.

We consider that the following case is an example where a rep-
etition of disabling and enabling the network interface causes a
serious problem. An application starts downloading large data,
but the application cannot finish the transmission within an en-
abled period in which the network interface is temporarily en-
abled. This application starts downloading the data again in the
next period. If the application is implemented to start transmis-
sion from the beginning of the data without resuming transfer, this
application will fail to download the data in every period that the
interface is enabled. We think that this problem can be avoided
by implementing applications to resume the previous download
at the next period.

A case where a user leaves its smartphone without touching it
for several hours for reasons such as sleeping can be considered
as an example of a situation where a power saving method by in-
termittent disabling network interface can effectively be utilized.
In such situations, keeping the state of the device up to date is not
always required and repeating short-term communication at reg-
ular intervals is enough. On the other hand, a situation wherein
the state of the device is remarkably delayed may severely decline
user’s experience because updating the device state takes too long
time at the time of reuse such as at the time of getting up. Thus,
avoiding being largely delayed is important.

Second, we discuss cases of the knowledge of BET contributes
battery saving. As we will describe in the next section, some ex-
isting practical products support of function of disabling network
interface for saving power consumption. However, these func-
tions do not consider BET. Therefore, frequently disabling may
cause an increase in power consumption. The function can ad-
vise the user not to disable the interface so frequently with the
knowledge of the BET.

Third, we discuss the difference between a network disrup-
tion and disabling network interface on purpose like the proposed

method. These are the same as an aspect that the power con-
sumption of the device decreases as a result of a disabled net-
work. However, these are different in many aspects. In a case of
the network device is disabled on purpose, applications do not try
to communicate because they know that the network is not avail-
able. In a case of network disruption, applications try to connect
network and these behaviors consume its battery. In addition, a
user cannot control the length of a period in which the network
is disabled in the case of network disruption. Thus, the network
may re-start within BET. Naturally, this causes an increase of
power consumption. On the other hand, in the case of disabling
network interface on purpose, a user can control time length of
disabling.

Fourth, we discuss the main target devices of our proposed
methods. We think tablet PCs using Wi-Fi networks are most suit-
able for our proposed methods. As we described, disabling Wi-Fi
interface is effective for saving power consumption. In a case of
a smartphone using cellular networks, power consumption can be
decreased by intermittent disabling its cellular interface. How-
ever, a user cannot receive some warnings, such as Earthquake
Early Warning, in a condition wherein the cellular interface is
disabled.

7. Related Work

In this section, we review related work.
The Android operating system has Doze mode and Battery

Saver mode. The operating system goes to the Doze mode if
the device is powered by its battery, its screen is in the off state,
and the device is idle. The mode causes some restrictions, such
as disabling network accessing, disabling SyncAdapter and Job
Scheduler, ignoring WakeLock, ignoring AlarmManager, dis-
abling GPS and Wi-Fi scan. If a device goes to the Battery Saver
mode, the system restricts the vibration function, the location
function, data transmission of many background functions. For
example, emails and messages are not updated without manual
launching. These modes are also effective for saving power con-
sumption. However, these modes do not disable its network in-
terface. In addition, these do not consider BET. Thus, frequent
manual invocation of an email application may cause an increase
in power consumption.

The following work relates to power consumption in PCs.
Mahesri et al. performed an analysis of power consumption on
a laptop system [16]. They showed that the CPU and display
were the main consumers of energy for their class of system and
that other components contributed substantially only when they
were used intensively. Sagahyroon performed an analysis on a
handheld PC [17]. He showed significant consumption in the dis-
play subsystems, particularly in backlight brightness. He sug-
gested that the CPU and its operating frequency were important
to overall power consumption. He also showed significant power
consumption in the graphics subsystems. These works are novel
ones for analyzing power consumptions of mobile devices and the
current approaches for analyzing power consumption including
Android operating system and the proposed methods are mainly
based on these works. However, unlike our work, these works
did not provide any method for decreasing power consumption.
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In addition, these ones did not mention modern mobile devices
such as Android smartphones.

The following work is on power saving on smartphones.
Carroll et al. presented a detailed analysis of the power consump-
tion of a mobile phone [18]. They measured both the overall
system power consumption and the exact breakdown of power
consumption by the device’s main hardware components. They
developed a power model and analyzed the energy usage and
battery lifetime under a number of usage patterns. They dis-
cussed the significance of the power drawn by various compo-
nents, and identified the most promising areas to focus on for
further improvements of power management. They also analyzed
the energy impact of dynamic voltage and frequency scaling of
the device’s application processor. Pathak et al. presented the
fine-grained energy profiler, called eprof, for smartphone appli-
cations [19]. They reported their findings that 65%–75% of en-
ergy in free applications was spent in third-party advertisement
modules. Zhuang et al. focused on location-based applications
and pointed device battery drain out, which was owing to their
power-intensive location-sensing operations [20]. They presented
an adaptive location sensing framework whose design principles
involved substitution, suppression, piggybacking, and adaptation
of applications’ location-sensing requests to conserve energy. Be-
sides, they showed that their principles reduced the usage of the
power-intensive GPS and improved battery life. In the work of
Ref. [21], a method for adjusting CPU clock frequency was pro-
posed. The method defined the performance as the frame rate.
This then increased and decreased the CPU clock frequency until
its frame rate achieved less or greater than the minimum or max-
imum frequencies predefined by its user. These works on mod-
eling and analyzing the power consumptions of smartphones are
mainly based on existing works for PCs, such as Refs. [16], [17]
and extended them for smartphones. Unlike this paper, these
works provided their discussion on analyses of practical power
consumption. However, none of these works discussed on a
method for saving power consumption by intermittent disabling
its network interface. In our previous work [22], a method for
saving power consumption of a smartphone in the screen-off state
was proposed. Similar to this work, the previous work focused on
the screen-off state. However, the previous work addressed the
timing of process invocation. The target issues are completely
different.

In our previous works, we proposed methods for estimating
power consumption of each application [23], [24], [25] and meth-
ods for accelerating the speeds of tests and monitoring applica-
tion behaviors [26], [27], [28], [29]. These works presented the
detailed discussion on power consumption and its estimation on
smartphones. However, all of these methods did not present any
discussion on decreasing power consumption by intermitted us-
age of its network interface.

The followings refer to a reduction of the power consump-
tion by intermitted device usage. Nakamura et al. proposed a
way of computing which aggressively powered off components
of computer systems when they needed not to operate [30]. They
called it normally-off computing. Juang et al. presented a discus-
sion on applying wireless peer-to-peer networking techniques in a

mobile sensor network designed to support wild life tracking [31].
These are pioneering works on intermittent disabling devices and
interface. This paper, which is for intermittent disabling a net-
work interface, is largely based on these existing works. Espe-
cially, the concept of BET is important for this paper. However,
these works did not discuss a method for accurately estimating
BET. In addition, these existing works did not focus on modern
smartphones. Work of Refs. [8], [9] proposed the methods for re-
ducing the power consumption of storage devices by frequently
bringing the device to power-off mode. This paper is based on
the idea of these previous work, which is intermitted usage of the
device, and some papers mentioned BET. However, these papers
did not present any solution to estimate BET. In our previous
studies [11], [14], we proposed methods for estimating BET and
this paper is based on these studies. However, these previous
works do not present comprehensive evaluations and discussion
but evaluations with limited situations such as using a single de-
vice. Noro et al. proposed a method for estimating the BET of
GPU in a smartphone. The method was based on the monitored
information. This is a pioneering work on estimating BET in
smartphones. Their target was a situation wherein an application,
including a home application, was running in the foreground, un-
like our work. In addition, their and our approaches are quite
different and these can be complementary to each other.

Some published documents [33], [34] introduce methods for
saving power consumption in practical devices. Some practical
products provide ways for saving power consumption. These
ways actively disable or decrease the performance of many func-
tions and devices, such as backlight, CPU, GPS, and e-mail fetch-
ing. These ways are widely used and recognized to be effective.
However, these ways do not support repeating intermittent dis-
abling network interface. Moreover, no discussion on estimation
of BET is presented. Therefore, we argue that our methods is also
important in addition to these actually used ways.

8. Conclusion

In this paper, we focus on a power saving method by intermit-
tent disabling its network interface and introduced its BET, which
is not typically provided. For utilizing this power saving method,
we proposed two methods for estimating its BET based on in-
tegration and the average electric current. We evaluated these
proposed methods with our devices and several application sets
including a set based on the practical smartphone usage model.
Namely, we installed sets of applications in our device, left the
device untouched with repeating to disable and enable the Wi-
Fi interface using the BETs estimated by the proposed methods,
and obtained the electric current from the kernel. Our evalua-
tion showed that the method based on the average electric current
could accurately estimate BET. In our experiments with disabling
the network interface for twice the estimated BET and enabling it
30 s, the difference between the practical and estimated BETs are
0.7% to 16.4% and the battery runtime was increased by 2.9%.

For future work, we plan to evaluate our methods with cellular
networks.
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Appendix

A.1 Applications of Experiments

The top 20 and 50 applications in Section 5.2 and Section 5.3
are as follows. The top 20 applications are those from the first one
(messaging application A) to the 20th one (weather application).
1* messaging application A
2 tool A
3 game A
4 portal site application

c© 2019 Information Processing Society of Japan
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5 shop application A
6 music application A
7 shop application B
8 movie application
9 game B
10 SNS application A
11* news application A
12* news application B
13* SNS application B
14 shop application C
15 game C
16 SNS application C
17 transit guide application
18 game D
19* SNS application D
20 weather application
21* news application C
22 game E
23 security application A
24 security application B
25 game F
26 shop application D
27 tool B
28 cooking application A
29 SNS application E
30 game G
31 shop application E
32 game H
33 game I
34 cooking application B
35 music application B
36 comic application
37 music application C
38* SNS application F
39 shop application F
40 tool C
41 map application
42 game J
43 photo application
44 messaging application B
45 tool D
46 music application D
47 tool E
48 game K
49 cooking application C
50* finance application
The 11 applications of the practical usage model in Section 5.5 as
follows.
1 browser application
2 home application
3* mail application
4 lifestype application
5 calculator application
6 phone aplication
7 camera application
8* messaging application

9 application store
10 system UI
11 phone book application

We subjectively classified these applications into two groups.
One is the group of the applications that can be used without prob-
lem or with a very small problem in a situation wherein its net-
work interface is disabled. The other is the group of the applica-
tions whose usability declines a little but not fatally. We added the
letter * to the rank number of the applications in the latter group.
For example, a shop application is a former application. User’s
operations are not executed in the screen-off state. Thus, the main
purpose of this application, which is shopping, is achieved with-
out a large problem. We think the decline of usability in the case
of this application is very small. A messaging application is a
latter application. A user cannot receive messages while the net-
work interface is disabled and the reception is delayed until the
next enabling. We think the decline is not fatal because the main
purpose of this application, sending and receiving messages, is
achieved. However, the service level of this main function is de-
clined a little. Thus, we think the usability of this application
declines a little.

All these applications do not only open their web sites by in-
voking a web browser but have their own programs such as those
written in Java.
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