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Presentation Abstract

Abstract Interpretation for JVM-hosted Dynamic Languages
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When writing a program in a programming language whose semantics is not specified precisely, we have
to actually execute our program using the reference implementation in order to reason about its behavior.
Similarly, if we want to analyze the characteristics of a program written in a JVM-hosted language whose
semantics is not precise, we usually have no choice other than analyzing bytecode instructions generated by
the reference implementation (i.e., a bytecode compiler). There are many available static analyzers targeting
JVM bytecode. They work well for bytecode instructions compiled from a statically-typed language such
as Java and Scala. On the other hand, when applied to the ones compiled from a dynamic language, most
analyzers fail to obtain useful information. Such low accuracy is mainly caused by the complexity of runtime
mechanisms used for realizing dynamic behavior of the dynamic language. In this presentation, we propose
a method for building an abstract interpreter that exploits an existing bytecode-level abstract interpretation
framework. While relying on the bytecode-level analysis, our abstract interpreter can understand the exact
behavior of programs written in a JVM-hosted dynamic language to some extent. We actually implemented
an abstract interpreter for Clojure using the proposed method and confirmed its effectiveness by applying
the abstract interpreter to several functions defined in the standard library.

This is the abstract of an unrefereed presentation, and it
should not preclude subsequent publication.
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