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Presentation Abstract

Introduction of Region Inference for Dynamically-typed
Procedural Programming Languages
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Region-based memory management system proposed by Tofte et al. infers regions from lexical structure
of ML programs and inserts instructions to allocate/deallocate memory for objects at appropriate places in
programs, according to extents of the objects. In this way, the system eliminates the need for programmers to
manually specify memory allocation/deallocation. In addition, since memory management by garbage collec-
tion can be substituted to stack-like region-based management, possible improvement of throughput can be
expected, depending on the characteristics of the programs. Most studies, however, assumes statically-typed
languages and few are dealing with dynamically-typed languages and their performance with region-based
memory management. In this presentation, we introduce region inference in dynamically-typed procedural
languages by classifying objects into region-inferable and uninferable ones, and discuss the possibility of
eliminating the cost related to dynamic memory management such as garbage collection. We treat scripting
languages such as Ruby and Python as target language of the study. These language are procedural and
in which types of data objects are hard to decide statically. Because of the difficulty of static analysis,
most implementations of these languages have to store all memory-allocated objects into heap, relying solely
on garbage collection to dynamically manage memory, which may lead to potentially lower throughput or
undesirable pause of user programs.
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