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Modular Implementation Technique for
Efficient Reflective Programming Languages

YUTAKA SAEKI' and TAKUO WATANABET

Reflective programming languages are languages which enable user programs to run at
the defining language level (meta-level), and act as a part of the interpreter. So reflective
languages can provide high extensibility.

But in fact, in most of implementations of such a language, the given way of extension is
not flexible enough. Because in the traditional methodology of defining reflective language
is structuring the language as a meta-circular interpreter, so if we try to provide extensibil-
ity as possible. The performance to execute such programs are too low to build practical
applications.

Some reflective systems restrict extensibility of the language, and solve meta-level compu-
tations at compile-time. But, if what we can do at meta-level is limited hardly, or extensions
have effect on only statically, there is less advantage of reflection about extension.

In this paper, we propose a modular implementation technique of reflective languages.
To provide the mechanism, we define some language building-blocks. And then we build a
meta-continuation based reflective language as an interpreter and a compiler for the normal
(non-reflective) language.

Our goal is designing interfaces to let the programmer possible to select the implementation
of the reflective language and make user to be able to specify the language for the purpose
of each program-pieces. So we conclude what is the most efficient combination of language
modules for some domains.
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