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Object-based Consistency in Distributed Checkpoints

KATSUYA TANAKA," HIROAKI HIGAKI' and MAKOTO TAKIZAWA'

In distributed applications, multiple objects cooperate to achieve some objectives. The
objects may suffer from kinds of faults. If some object o is faulty, o is rolled back to the
checkpoint and objects which have received messages from o are also required to be rolled back.
In this paper, we define influential messages whose receivers are required to be rolled back'if
the senders are rolled back in the object-based computation model. By using the influential
messages, an object-based (O) checkpoint is defined to denote a semantically consistent global
state of the system while inconsistent with the traditional message-based definition. We show
that fewer number of O-checkpoints are taken than the message-based ones.

1.

In distributed applications like teleconfer-
ences?, a group of multiple autonomous ob-
jects are required to cooperate by exchanging
messages through communication networks to
achieve some objectives. An object o is mod-
eled as a pair of a data structure and a collec-
tion P, of operations. The computation on the
objects is based on the message-passing mech-
anism. On receipt of a request message with
an operation op in P,, a thread of op is created
and is computed in o, and sends back a response
message with the result of op. During the com-
putation of op, op may invoke operations on
other objects, i.e. operations are nested.

In order to tolerate the fault of each object
0, o takes a checkpoint where the state of o is
saved in the stable storage log. If o is faulty,
o is rolled back to the checkpoint by restoring
the state information stored in the log taken
at the checkpoint and then the computation
on o is restarted. If o is rolled back, objects
which have received messages sent by o have to
be rolled back so that there is no orphan mes-
sage?®, i.e. message sent by no object but re-
ceived by some object. If the sending event of a
message m, happens before '©) my, my causally
precedes my 3. If 0 is rolled back, objects which
have received messages causally preceded by the
messages sent by o have to be rolled back in or-
der to prevent from the orphan messages.

Papers 2):4):9):12),13).15),18)  (iscuss how to
take the consistent global checkpoints in the
message-based systems. Koo and Toueg?
present synchronous protocols for taking the
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global consistent checkpoint and rolling back
the processes, which are similar to the two-
phase commitment protocol’”). Leong and
Agrawal'?) present the concept of significant
operation messages if the state of an object
is changed by the operations. If o is rolled
back, only objects which have received signif-
icant messages sent by o are rolled back. Thus,
the number of objects to be rolled back can be
reduced. However, in the object-based systems,
objects send different types of messages, i.e. re-
quest, response, and data messages. In the sig-
nificant messages, the transmissions of requests,
responses, and data messages are not consid-
ered and operations are not nested.

In this paper, we define influential messages
by taking into account the kinds of messages
sent by the objects and the nested operations.
Then, we discuss object-based (O) checkpoints
which can be taken from the object point of
view even though it may not be consistent with
the traditional message-based definition. This
means that some objects do not need to take
the checkpoints even though they have to take
the checkpoints in the message-based system.
If an object o is rolled back, only objects which
have received influential messages sent by o are
rolled back.

In Section 2, we first present the system
model. In Section 3, we discuss the influen-
tial messages and define the object-based check-
point. In Section 4, we show how many check-
points can be reduced by taking only the object-
based checkpoint.

2. System Model

2.1 Objects
A distributed system is composed of multi-
ple objects interconnected by a communication
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network. Each object o is defined to be a pair
of a data structure and a collection P, of opera-
tions. Another object o' can manipulate o only
through an operation op in P,. On receipt of a
request message m with op from o', op is com-
puted on o. Then, op sends back the response
message with the result of op. op is computed
as a sequence of actions on o. The actions are
private primitive units of computation of o, i.e.
cannot be directly invoked from the outside of o.
op may invoke operations on other objects, i.e.
op is nested. Thus, op is realized by a sequence
of actions and operations on other objects. The
operations are descendants of op if they are in-
voked by op or by descendants of op. op com-
mits only if all the actions and operations in op
complete successfully. If some action or opera-
tion invoked in op are faulty, all the effects of
op are removed, i.e. op aborts.

A global state S of the system is given by a
tuple (s1, ..., Sp), where each s; is a local state
of 0;, and a state of the network. The network
state is a collection of messages transmitted but
not received by the objects. A message m is
referred to as lost in S iff m is sent but not re-
ceived by some destination object and m is not
in the network. If m is logged in the network,
the receiver of m can take m from the log af-
ter S. A message m is an orphan at S iff m
is received but not sent in the system. Chandy
and Lamport?) define a consistent global state
to be one where there is no orphan. Here, it
is not discussed what information each message
carries. Hence, it is called a message-based sys-
tem.

2.2 Types of Operations

Each object o is manipulated by the opera-
tions supported by o. For every state s of o,
op(s) denotes a state obtained by applying op
to s. For every pair of operations op; and ops,
op1.0p2 means that ops is applied after op; .
[Definition] Operations op; and ops of an
object o are compatible if and only if (iff)
op1.0p2(8) = opa.opy(s) for every state s of o.

O
op1 and opy conflict!) iff they are not com-
patible, i.e. op100ps(s) # s for some state s of o.
The conflicting relation among the operations is
assumed to be specified in the definition of o.
op1 and ops are mutually exclusive in o iff opy
and ops cannot be simultaneously computed in
0. Unless op; and ops are mutually exclusive,
they can be interleaved in 0. We assume that
op1 and ops are mutually exclusive if they con-
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flict. If op; is issued to o while opy is being

computed in o, op; has to wait until ops com-

pletes. For example, two withdrew operations

are mutually exclusive and conflict.

An object o supports two kinds of abstract
operations, i.e. one changes the state of o and
the other not. For example, deposit changes
the state of a Bank object and check does not
change the state. An operation op supported by
o is transforming if op changes the state of o,
i.e. op(s) # s for some state s of 0. op is stable
if neither op nor any descendant of op changes
any object. In this paper, the specification of
op defines whether or not each operation op is
stable. check is stable and withdraw is trans-
forming.

Suppose that a stable operation op; and an
unstable one op, are invoked by an untrans-
forming one op. Before invoking ops, neither op
nor any descendant of op changes any object.
On receipt of the response of ops, op knows that
ops is unstable. op is pending if op is unstable
but every descendant of op which is computed
so far is stable. That is, op has not change the
state, yet, but will change it later.

2.3 Invocations

Suppose that an operation op; of an object
o; invokes op; of o;. There are two ways to
compute op;: (1) dependent and (2) indepen-
dent computations. In the dependent one, op;
waits for the completion of op; after invoking
op; (Fig.1(1)). The invocation of op; and the
action for waiting for the completion of op; in
op; are named fork and wait, respectively. This
also shows the remote procedure call. In the in-
dependent one, op; does not wait for the com-
pletion of op; (Fig.1(2)). op; is computed in-
dependently of op;. The independent computa-
tion is called detach.

There are two kinds of messages transmitted
among the objects: (1) control and (2) data
messages. The control messages mean requests
and responses to be used to invoke the oper-
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ations and notify the completion of the oper-
ations, respectively. After the operations are
invoked, they may communicate with other op-
erations by exchanging data messages through
send and receive primitive actions.

There are two kinds of computation of op; de-
pending on whether op; and op; exchange mes-
sages: (1) closed and (2) open computations.
Suppose that op, sends a data message m to
op;. The computation of op; depends on op;
after receiving m. Hence, if op; is aborted, op;
is also required to be aborted. Suppose that op;
invokes op;. If op; and op; do not communicate
with one another, op; is closed for op; (Fig.1).
Otherwise, op; is open for op; (Fig. 2).

A message m participates in an operation op
if (1) m is a request or response of op or (2) m
is a data message received in op. Let Op(m)
denote an operation in which m participates.
0; sends a request m; of an operation ops to
0;. On receipt of my, o; computes ops. Let
opfc‘ denote the computation of opy in ox. o;
sends back a response my of op} to o; if op
is dependent. Here, m; and ma participate in
opy, i.e. Op(my) = Op(mz) = op3.

3. Object-based Checkpoints

We discuss an object-based (O) checkpoint
which can be taken from the object point
of view but may not be consistent with the
message-based definition. We do not assume
that the computations of the objects are deter-
ministic.

3.1 Consistent Checkpoints

We assume that each object o; may stop by
fault. o; takes a local checkpoint ¢* where the
state of o; is stored in the log I;. If the state of
o is so large that it takes time or it is difficult to
store the state in the log, the operations com-
puted in o are stored in the log. If o; is faulty, o;
is rolled back to ¢’ by restoring the state stored
in the log I; to 0;. If 0; is rolled back to ¢, other
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objects have to be rolled back to the local check-
points if they had received messages sent by o;.
A global checkpoint c is a tuple (¢!, ..., c*) of
the local checkpoints. From here, a term check-
point means a global one. If o; sends a message
m before taking ¢* but o; receives m from o;
after taking ¢, m is an orphan. c is consistent
if there is no orphan® at ¢. In Fig. 3, an ob-
ject o; sends a message m to o;. In Fig.3(1),
the checkpoint (¢, ¢’) is consistent with the
message-based definition. In Fig.3(2), (c, ¢’)
is inconsistent because m is an orphan. Many
papers 2:4):6):15) discuss how to take the consis-
tent checkpoints in the message-based system.

Leong and Agrawal'?) discuss the concept of
significant messages. For example, if a message
m is write in Fig. 3, m is significant because the
local state of o; is changed on receipt of m. If
0; is rolled back, o; has to be rolled back. How-
ever, o; is not rolled back if m is read, i.e. not
significant. In the object-based computation,
kinds of messages, i.e. request, response, and
data messages are exchanged among the opera-
tions in the objects. In the significant messages,
it is discussed if only the request messages are
significant. The message-based systems do not
discuss what information messages carry and
how messages are used among the objects.

3.2 Dependent Invocation

Suppose that an operation opt in o; invokes
op} in o;. There are four ways to invoke op}:

(1) closed dependent,

(2) open dependent,

(3) closed independent, and

(4) open independent computations of opj,.
Figure 4 and Fig. 5 show possible checkpoints
¢; and ¢, to be taken in o; and o;, respectively,
in the dependent invocation. Here, let wc;(op’,
¢’) be a set of operations which (1) precede op’
and (2) succeed a checkpoint ¢/ or are being
computed at ¢/ in o;. Suppose that mc;(opj,

C{) = {017%1, Tt Opél}'
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3.2.1 Closed Invocation

We discuss whether or not each inconsistent
checkpoint (¢}, ¢}, ) shown in Fig. 4 can be taken.
A checkpoint c is object-based ( O-checkpoint) iff
every object can be rolled back to ¢ and then
can be restarted from c¢ from the object point
of view. First, suppose that the operations are
invoked in the closed dependent way.

Here, the O-checkpoint ¢ may be inconsistent
with the message-based definition. For exam-
ple, (ct, &) and (c}, c}) are inconsistent. If
op} is stable, the state denoted by ¢} is the
same as ¢ and ¢}. (c¢i, ) is consistent with
the message- ba.sed definition because there is
no orphan. Hence, (ci, ¢}) and (ci, c}) are
object-based. Even if op} is not stable, (¢, ¢})
is object-based if op) is pending because op)
has not yet changed the state at cj. If o; is
rolled back to ci, opj is undone. Suppose that
o, takes ¢} where op}, is partially computed. opj
is required to be undone while other operations
being computed at ¢} may not have to be un-
done.

There are two kinds of checkpoints, i.e. com-
plete and incomplete ones. Suppose that o; is
rolled back to the O-checkpoint (:7 If cj is com-
plete, the state of o; is just restored If ¢} is in-
complete, the operations being computed at c]
have to be undone. However, no operation in-
voked by the operations needs to be rolled back
since the operations are stable. Hence, (ct, c})
is object-based where ¢} is incomplete. (c5, c})
and (c}, c}) are also object-based.

Let us consider the inconsistent checkpoints
(ci, &), (ck, &), and (ck, c}). If op} is stable, ¢
denotes the same state as cj since op), does not
change the state. Hence, (ci, c}) is object-based
since (cj, ;) is consistent. Here, suppose that
op}, is read and some write op}, preceding op}
is computed after ¢]. op) reads data written by
op}y,. Hence, ¢] denotes a state different from
¢;. If no operation following ¢] and preceding
op% conflicts with op,, op}, sends the same result
even if op} is computed before op},. Hence, if
op}, is stable and no operation in wc;(op}, )
conflicts with op3, (ci, ¢]) is object-based. {c},
c}) is also object-based. (cj, c}) is object-based
where ¢} is incomplete. _

{ck, ) is similarly discussed. (c§, i), {ck,
c)), and (ct, c}) are also object-based. Ta-
ble 1 summarizes the message-based inconsis-
tent but object-based (O) checkpoints, where
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Table 1 O-checkpoints for Fig. 4.
0; 0; Conditions
ct ré* op% is pending or stable.
ci opg is stable.
e cé* op% is pending or stable.
ci op]é is stable
cf1 cj1 opé is stable and‘noA
ct operation in 7;(op}, ¢} )
conflicts with op}.
cé, c%* oprg is stable.

checkpoints marked * denote incomplete ones
if op}, is pending.

3.2.2 Open Invocation ‘

opj, is open for op! in Fig.5, where op} and
op! communicate by transmitting data mes-
sages. Here, cf; means a point where no data
message is communicated after invoking the op-
eration, and cf; means a point where data mes-
sages are communicated until the end of the
operation (h =1, j). For ¢, ¢, ci, ¢ and cf,
¢}, ¢, the same result as Table 2 is obtained.
(ck, cbp,) (b =1, 2, 3) is object-based if op} is
pending or stable. (¢}, c};) cannot be taken
because m4 is an orphan. Thus, the data mes-
sages are not allowed to be orphans.

3.3 Independent Invocation 4

Next, suppose that the invocation of opj is
independent. First, suppose that op% is closed
for op} (Fig. 6). (cl, ¢}) and (¢}, ¢}) are object-
based if op}, is stable. In addition, (ci, c}) and
(ck, c}) are object-based if op} is pending or sta-
ble where ¢ is incomplete. Table 3 shows the



Vol. 38 No. 6
0; 0; )
HH H o
opy opy, ]
HH ¢ ok
opy, ]
- ™ HA &
y —|C31\ ;
my mop% H 62]31
FW 33
- J
HH cl T G
N .
"V" cs Y time

Fig.5 Open dependent.

Table 2 O-checkpoints for Fig. 5.

Conditions

ct c?n , c§2*, op'; is pending or stable.

*
33
c c op} is stable
ety A op), is stable.
cl d op}, is stable and no
& operation in ; (opéf )

conflicts with op?,.
opg is stable.

- -
3 3%,

* *
™ G

message-based inconsistent but O-checkpoints.

Table 4 shows the message-based incon-
sistent but O-checkpoints where opl is open
(Fig. 7).

3.4 Influential Messages

Following the points discussed in this section,
we define the influential messages as follows.
[Deﬁmtxon] Suppose that op} sends a message
m to opi. Let c¢* be a checkpoint most recently
taken by o;. m is influential iff one of the fol-
lowing conditions is satisfied:

(1) Ifm is arequest message, Op(m) (= op})
is unstable.

(2) If m is a response message, Op(m)
(= op}) is unstable or some operation in
7c;(Op(m), ¢7) conflicts with Op(m).

(3) If m is a data message,

(3-1) Op(m) (= opl) is being computed,
or

(3-2) Op(m) is unstable or conflicts with
some operation in mc;(opt, ¢;). a
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Table 3 O-checkpoints for Fig. 6.

0; | 05 Conditions
i | ei* | op) is pending or stable.
c"é c op% is stable.

If an operation op; is undone, only operations
receiving influential messages from op; are re-
quired to be undone.

Now, we define an O-checkpoint where the
system state is consistent even if the objects
are rolled back to the O-checkpoints and then
are restarted.

[Deﬁmtlon] A global checkpoint ¢ = (c!, ...,
c") is object-based (O-checkpoint) iff no influ-
ential message is an orphan at c. i

For example, suppose that op} is not stable
in Fig.4. Here, (¢}, c}) is not object-based
since my is influential. If op) is stable, (ci,
c}) is object-based. The O-checkpoints may
not be consistent with the message-based defi-
nition. However, the objects can be rolled back
to the O-checkpoints and be restarted from the
O-checkpoints.

By using the synchronous protocols similar
to the two-phase commitment protocol 7)-%), the
O-checkpoints can be taken and the objects can
be rolled back and restarted. In the check-
pointing algorithm, each object o; has to decide
whether or not a message m received by o; is in-
fluential. First, o; has to know if an operation
op® receiving m is stable. o; can know from
the specification if op® is stable. Secondly, o;
has to identify the operations to be included in
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Table 4 O-checkpoints for Fig. 7.

Conditions

¢ | ¥, éy*, | op) is pending or stable.

33"
e A opl, is stable.
cfn ci opé is stable.
ck d op}, is stable and no

operation in Wj(op%, ci)
conflicts with op?,.

opg is stable.

mei(opt, ¢t) for the checkpoint ¢ most recently
taken in o,. Here, o; keeps in record the opera-
tions computed after ¢’ in the log I;. When op?
is initiated to be computed in o, 0; looks for op-
erations conflicting with op® in the log I;. Thus,
all information to make a decision on the in-
fluential messages is fixed when the operations
receiving the messages are initiated. That is, on
receipt of a message m, o; can decide whether
or not m is influential by using the information
obtained already.

4. Evaluation

First, we show how many influential messages
are transmitted from one object to others. In
order to make the evaluation simpler, we make
the following assumptions:

(1) There are two objects o; and o; in the

system.

(2) o; invokes an operation in o; every u time

units. ,
(3) o; invokes randomly one of four kinds of
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operations, i.e. open dependent, open inde-
pendent, closed dependent, and closed in-
dependent ones.

(4) Every two stable operations are compat-
ible but every unstable operation conflicts
with every other operation.

(5) In the open invocation of 0;, o; sends one
message to o; and o; sends one to o;.

(6) o; takes a checkpoint after every cn op-
erations are invoked.

Here, let P, denote a probability that an oper-
ation invoked by o; is stable. Figure 8 shows
the percentages of influential messages for the
total number of messages which o; receives. For
example, if 80% of operations are stable in o;,
i.e. P, = 0.8, only 20-40% of messages are in-
fluential. If Py, = 0.5, 50-60% of the messages
are influential.

Next, we show how many checkpoints taken
by o; are object-based. o; takes one checkpoint
each time cn operations are computed in o;. If
o; receives no influential message from o; after
taking the checkpoint most recently taken, the
checkpoint is object-based. Figure 9 shows the
probability that each checkpoint taken every
cn time units is object-based. Figure 9 shows
that the more frequently the object initiates
the checkpoint procedure, the fewer number
of O-checkpoints are taken than the consistent
message-based checkpoints. Figure 10 shows
the number of O-checkpoints for the checkpoint
frequency f = L. f =1 means that the check-
point procedure is initiated each time one op-
eration is computed in o;. For P, = 0.8, the
number of O-checkpoints gets only 1.51 times
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more even if the checkpoint procedure is ini-
tiated two times more frequently for f = 0.1.
If the checkpoint procedure is four times more
frequently initiated, only 2.02 times more O-
checkpoints are taken for f = 0.1. This means
that the objects required to be more available
can take the checkpoints more frequently. Even
if some object takes the checkpoint more fre-
quently, the objects which do not receive in-
fluential messages do not take the checkpoints.
These results obtained here can be adopted to
more cases including more than two objects.

5. Concluding Remarks

This paper has discussed how to take the
object-based (O) checkpoints which can be
taken from the application point of view and
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may not be consistent with the traditional
message-based definition. We have defined the
influential messages on the basis of the seman-
tics of requests, responses, and data messages
where the operations are nested. Only objects
receiving influential messages are rolled back if
the senders of the influential messages are rolled
back. By using the influential messages, we
have defined the object-based checkpoint which
can be taken from the object point of view
but may be inconsistent with the message-based
definition. We have shown how much we can re-
duce the number of checkpoints to be taken if
each object takes only O-checkpoints.
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