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1 Introduction

Along with the development and enrichment of communication ser-
vices in ISDN and IN, it is strongly demanded to realize highly re-
liable communication protocols efficiently. Protocol synthesis is to
produce communication protocol specifications and it is one of the
most important techniques to be developed [1, 3, 4].

The principle of protocol synthesis is illustrated in Figure 1 : Given
a service specification representing relations on primitives between a
user in a high layer and a process in a low layer, a protocol speci-
fication representing relations on messages between processes in the
low layer is derived. Interfaces between these layers are called Service
Access Points (SAPs).

In the previous algorithms for protocol synthesis, protocol specifi-
cations with message collisions can be derived but they cause protocol
errors called unspecified receptions.

This paper proposes an automated synthesis algorithm of a proto-
col specification from a service specification such that the synthesized
protocol specifications are free from protocol errors of unspecified re-

ceptions caused by message collisions.
2 Protocol Synthesis

A service specification describes primitive’s execution sequences be-
tween users and processes through SAPs. In this paper, the number
of processes is limited to two. The service access points are thus
denoted by SAP1 and SAP2.

Service specifications are modeled by Finite State Machine (FSM)
as shown in Figure 2. In this figure, an oval represents a state, an
arrow represents a transition between states and a label of the arrow
represents a primitive. State number 1 is an initial state.

Primitives s associated with SAP1 are specified as follows: If s is
delivered from a user to a process through SAP1 then s is denoted by
s1), and if s is delivered from a process to a user through SAP1 then
s is denoted by s, 1. Primitives s associated with SAP2 are done in
a similar way.

A protocel specification consists of a number of processes cooper-
ating by sending and receiving messages. Each process is modeled
by FSM as shown in Figure 3. In the figure, ! represents sending a
message and ? represents receiving a message. A message collision
occurs between two processes by concurrently sending messages from
process] to process2 and from process2 to processl. Figure 4 shows a
sequence chart which represents a message collision. A message colli-
sion due to messages Rel.reql and C_resp2 is denoted by crossing of
two dotted lines. Generally, primitives s;] and so| have a possibility
to induce a message collision if they are concurrently delivered from
users to processes. These primitives are called MC (Message Colli-
sion) primitives. This paper adopts the following approach to MC
primitives: If the priority of s;| is higher than that of 55|, then any
message induced by s; | reaches SAP2 and vice versa. If the priorities
of 51| and s} are the same, neither messages reach any SAPs.

The Protocol Synthesis problem (called PS problem) to be solved
in this paper is defined as follows.

Input: A service specification and priorities between primitives.
Output: A protocol specification with message collisions.

Conditions: Precedence relation on transitions in the service spec-
ification is preserved in the protocol specification. Additionally
there is no unspecified receptions in the protocol specification.

3 Proposed Synthesis Algorithm

This section proposes an algorithm to solve the PS problem. The

proposed algorithm consists of the following four steps.

[Stepl ] Add transitions for message collisions to a given service
specification.

[Step2 ] Project the service specification refined by Stepl to two
service specifications with respect to SAP1 and SAP2.

[Step3 ] Apply transition synthesis rules [2] to service specifications
with respect to SAP1 and SAP2, and obtain protocol specifica-
tions with respect to SAP1 and SAP2.

[Step4 ] Remove ¢ transitions from the protocol specifications.

In the algorithm, Stepl finds MC primitives and adds transitions
for deleting unspecified receptions caused by message collisions.

The conditions C1 through C3 for finding MC primitives are shown
below( See Figure 5). In Fig. 5, w, w1, w2, u,v,u'and v' are states
and y,¥',s; §, s} 1,5} land s | are primitives in the given service
specification.

Here, s | represents the first primitive that is associated with
SAPj(# 1) and delivered from a user to a process, and that appears
after s; |. s | represents the first primitive that is associated with
SAPi(# j) and delivered from a user to a process, and that appears
after s; 1.

o Condition C1: There exist s;] and s;-l.

¢ Condition C2: There exists a state (say w), from which » and
u' are reachable.

¢ Condition C3: There exist y and 3’ whose origin states are both
w, and y = g} or w1 and ¥’ = y;l or ¥}7 (i # 7).

If conditions C1-C3 are satisfied, s;| and 531 are determined as MC_
primitives.

Under these conditions, transitions for message collisions are added
to service specification as follows. This procedure is divided into three
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¢ Case 1 ( The priority of si| is higher than that of 53‘1 and there
does not exist any other s;| in the path from w to v'.)
For each state (let it be z) in the path from w2 to ;"] , if there
are no outgoing transitions s;} from z ,then insert a transition
labeled Li from z to v.
For each state (let it be y) in the path from w1l to Y1, insert a
transition labeled Lj from y to y itself.

Case 2 ( The priority of ;1 is higher than that of :;-1 and there
exists another s; | in the path from w to v'. )

This case is similar to Case 1 except that messages substituted
with Li and Lj are different each other for s;] and s;].

Case 3 ( The priorities of 5;{ and s;} are the same. )

For each state (let it be z) in the path from w2 to s}, if there
are no outgoing transitions s} from z, then insert a transition
labeled Li from z to the initial state.

For cach state y in the path from wl to s}'l, insert a transition
Jabeled Lj from y to the initial state.

Explanations of Step2,Step3 and Step4 are omitted due to limita-
tion of pages. Refer to [2] for their details.

Figure 3 shows a protocol specification synthesized from the service
specification in Figure 2 using the proposed algorithm.

Time complexities of this algorithm for each steps are evaluated as
follows: Let n represent the number of all states and 7 represent the
number of all transitions in the given service specification.

Stepl is searching MC primitives and adding transitions for mes-
sage collisions. For searching MC primitives, it takes at most T? times
to confirm Condition C1 and it takes at most T times to confirm Con-
ditions C2 and C3. For adding transitions for message collisions, it
takes O(T?n) times. The complexity of Stepl is thus evaluated as
O(T? +T?n) times. Step2 is projection of service specification to two
service specifications with respect to SAP1 and SAP2. Projection
is done for each transition. The complexity of Step2 is thus eval-
uated as O(27) times. Step3 is application of rules to two service
specifications with respect to SAP1 and SAP2. The complexity of
Step3 is evaluated as O(2T) times. Step4 is removal of ¢ transitions
in the protocol specification. The complexity of Step4 is evaluated as
O(T™), but it could be decreased to O(T) in practical cases.

4 Conclusions

This paper has proposed a synthesis algorithm of a protocol speci-
fication from a service specification. The characteristics of this algo-
rithm include that there are no unspecified receptions caused by mes-
sage collisions in the synthesized protocol specification. Therefore,
more reliable protocol specifications are efficiently produced by this
algorithm than those by the previous synthesis algorithms 1, 3, 4].
The formal proof of correctness is now extensively being studied.
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