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This paper introduces the mixed-searching game, which is a natural common
generalization of the edge-searching and node-searching games extensively studied
so far. We establish a relationship between the mixed-search number of a graph
G and the proper-path-width of G introduced by the authots in a previous paper.
Complexity results are also shown.
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1 Introduction

This paper introduces a new version of searching
game, called mixed-searching, which is a natural
common generalization of the edge-searching and
node-searching extensively studied so far. We es-
tablish a relationship between the mixed-search
number of a graph G and the proper-path-width
of G introduced by the authors in [16]. Complex-
ity results are also shown.

The searching game was introduced by Parsons
[9]. In the searching game, an undirected graph G
is considered as a system of tunnels. Initially, all
edges of G are contaminated by a gas. An edge is
cleared by some operations on G. A cleared edge is
recontaminated if there is a path from an uncleared
edge to the cleared edge without any searchers on
its vertices or edges.

In the edge-searching, the original version of
searching game, an edge is cleared by sliding a
searcher along the edge. A search is a sequence of
operations of placing a searcher on a vertex, delet-
ing a searcher from a vertex, or sliding a searcher
along an edge. The object of edge-searching is to
clear all edges by a search. We call such a search
an edge-search. An edge-search is optimal if the
maximum number of searchers on G at any point
is as small as possible. This number is called the
edge-search number of G, and denoted by es(G).
LaPaugh proved that there exists an optimal edge-
search without recontamination of cleared edges
[6). Megiddo, Hakimi, Garey, Johnson, and Pa-
padimitriou showed that the problem of comput-
ing es(G) is NP-hard for general graphs but can
be solved in linear time for trees [7]. '

The node-searching, a slightly different version
of searching game, was introduced by Kirousis and
Papadimitziou [5]. In the node-searching, an edge
is cleared by placing searchers at both its ends si-
multaneously. A node-search is a sequence of op-
erations of placing a searcher on a vertex or delet-
ing a searcher from a vertex so that all edges of
G are simultaneously clear after the last stage. A
node-search is optimal if the maximum number of
searchers on G at any point is as small as possi-
ble. This number is called the node-search number
of G, and denoted by ns(G). Kirousis and Pa-
padimitriou proved the following results: (1) There
exists an optimal node-search without recontami-
nation of cleared edges; (2) The problem of com-
puting ns(G) is NP-hard for general graphs; (3)
ns(G) — 1< es(G) < ns(G) +1 [5].

The path-width of a graph was introduced by
Robertson and Seymour [11}. Given a graph G,
a sequence X3, X2,..., X, of subsets of the vertex
set of G is a path-decomposition of G if the {ollow-
ing conditions are satisfied: (i) For every edge e
of G, some X; (1 < i < r) contains both ends of
e (i) For1 <l <m<n<r XinX, C Xn.
The path-width of G, denoted by pw(G), is the
minimum value of ¥ > 0 such that G has a path-
decomposition X3, X2,..., X, with |X;| < k+1 for
i=1,2,...,7. The unexpected equality ns(G) =
pw(G) + 1 was mentioned by Méhring [8], and im-
plicitly by Kirousis and Papadimitriou [4]. This
provides a linear time algorithm to compute ns(G)
for trees [8, 14].

In this paper, we introduce another version of
searching game, called the mizred-searching, which
is a natural common generalization of the edge-
searching and node-searching. In the mixed-
searching, an edge is cleared by placing searchers
at both its ends simultaneously or by sliding a
searcher along the edge. A mized-search is a se-
quence of operations of placing a searcher on a
vertex, deleting a searcher from a vertex, or slid-
ing a searcher along an edge so that all edges of
G are simultaneously clear after the last stage. A
mixed-search is optimal if the maximum number
of searchers on G at any point is as small as possi-
ble. This number is called the mized-search num-
ber of G, and denoted by ms(G). We first show
the inequalities es(G) — 1 < ms(G) < es(G) and
ns(G) ~ 1 < ms(G) < ns(G). We next prove that
there exists an optimal mixed-search without re-
contamination of cleared edges. This implies that
the problem of deciding, given a graph G and an
integer k, whether ms(G) < k is in NP.

The proper-path-width of a graph was intro-
duced by the authors in {16]. The path-
decomposition Xi, X2,...,X, of G with |X;| <
k41 (k > 1) for any i is called a proper-path-
decomposition of G if | X; N X;n N Xy| < & holds for
any Xj, Xm, and X, none of which is a subset of
the others (1 <1 < m < n < r). The proper-path-
width of G, denoted by ppw(G), is the minimum
value of k > 1 such that G has a proper-path-
decomposition X, X2,...,X, with |Xi| < k +1
for any i. We prove that the problem of comput-
ing ppw(G) is NP-hard for general graphs but can
be solved in linear time for trees. We establish
the equality ms(G) = ppw(G) and show that the
problem of computing ms(G) is NP-hard for gen-
eral graphs but can be solved in linear time for
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trees.

The 1est of the paper is organized as follows:
We study the mixed-searching in Section 2. Sec-
tion 3 concerns the proper-path-width of a graph.
We prove a connection between the mixed-searching
and proper-path-width in Section 4. Some remarks
will be given in Section 5.

2 Mixed-Searching

Graphs we consider are nontrivial and connected,
but may have loops and multiple edges unless oth-
erwise specified. Let G be a graph, and V(G) and
E(G) denote the vertex set and edge set of G, re-
spectively. '

In the mized-seerching game, a graph G is con-
sidered as a system of tunnels. Initially, all edges
are contaminated by a gas. An edge is cleared by
placing searchers at both its ends simultaneously
or by sliding a searcher along the edge. A cleared
edge is recontaminated if there is a path from an
uncleared edge to the cleared edge without any
searchers on its vertices or edges.

Definition 1 A search is ¢ sequence of the follow-

tng operations:

(a) placing a new searcher on a vertes,

(b) deleting a searcher from a vertez,

(¢) sliding a searcher on a vertes along an incident
edge and placing the searcher on the other end,

(d) sliding a searcher on a verter along an incident
edge,

(e) sliding @ new searcher along an edge and plac-
ing the searcher on its end,

(f) sliding a new searcher along an edge.

The object of mixed-searching game is to clear all
edges by a search. We call such a search a mized-
search. A mixed-search is optimal if the maximum
number of searchers on G at any point is as small
as possible. This number is called the mized-search
number of G, and denoted by ms(G).

We first show a relation to the edge-searching
and node-searching.

Theorem 1 For any graph G, es(G) — 1 <
ms(G) < es(G) and ns(G) — 1 < ms(G) < ns(G).

Sketch of proof: The edge-search and node-search
are special cases of the mixed-search by definition.
Thus we have ms(G) < es(G) and ms(G) < ns(G).

Using at most one more searcher to traverse an
edge that is cleared by placing searchers at both

its ends, we can converi any mixed-search to an
edge-search. Thus es(G) < ms(G) + 1.

Similarly, using at most one more searcher to
clear an edge that is cleared by sliding a searcher.
along the edge, we can convert any mixed-search .
to a node-search. Thus ns(G) < ms(G)+ 1. O

We can easily construct éxamples showing that all
four cases are possible (See Fig. 1).

. G2

Gl o———0
ms(G;) = 2 ms(G;) = 1
(a) es(Gy) = 2 (b) es(G)) = 1
ns(Gy) = 2 ns(Gy) = 2

Gs Gy

ms(G;) = 4 ms(Gy) = 2
(c) es(G’a)' = 5 (d) es(G4) = 3
ns(Gs) = 4 ns(G4) = 3

Figure 1: Search numbers of graphs

Kirousis and Papadimitriou proved that recon-
tamination does not help in node-searching.

Theorem A ([5]) For any graph G, there ezists
an optimal node-search without recontamination of
cleared edges.

Corollary A ([5]) For any graph G, there exists

an optimal node-search without recontamination of

cleared edges satisfying the following two conditions:

(i) every vertez is visited ezactly once by a searcher,

(i) every searcher is deleted immediately after all
the edges incident to it have been cleared (ties
are broken arbitrarily).

We shall prove now that recontamination does
not help even in mixed-searching.

Theorem 2 For any graph G, there exists an opti-
mal mized-search without recontamination of
cleared edges.
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Sketch of proof: Let G be a graph, and G,, be
the graph obtained from G by subdividing every
edge of G. We call the vertices of V(G) C V(Gwm)
original vertices of Gy, and the vertices of V(Gm)—
V(G) middle vertices of G,,. We shall prove that
ms(G) = ns(G,,) — 1 and an optimal mixed-search
of G without recontamination of cleared edges can
be obtained from an optimal node-search of Gy, of
the form described in Corollary A.

It is almost obvious that ns(G.) < ms(G) +1
since by one extra searcher we can carry out node-
search of G,,, simulating a mixed-search of G.

Conversely, we can carry out a mixed-search
of G, simulating an optimal node-search of G, of
the form described in Corollary A as follows. We
can assume that a searcher is placed on a middle
vertex of G,, after a searcher is placed on one of
its neighbors. The rules for the simulation are the
following;:

e When a searcher is placed on an original vertex
v of G,,,, a searcher is placed on v of G if v has
no searcher.

e When a searcher is deleted from an original
vertex v of G,,, delete the searcher from v of
G if v has a searcher.

e When asearcher is placed on a middle vertex of
G, clear the corresponding edge (u,v) of G, if
it is contaminated, as follows: We can assume
that » has a searcher and v does not have a
searcher in G. If no recontamination is caused,
clear (u,v) € E(G) by sliding a searcher on u
along (u,v), and place it on v. Otherwise, clear
(u,v) € E(G) by placing a new searcher on v.

e Do nothing in any other case.

It is not difficult to see that the simulation
based on the rules above defines a mixed-search
of G without recontamination of cleared edges, and
the number of searchers used on G is at most
n3(Gm). We will show that ns(Gm) — 1 searchers
are enough. Suppose that the number of searchers
on G,, raises to ns(G,,) when a searcher is placed
on v of G,,. The next operation on G,, must
be deleting a searcher from a vertex. A searcher
on v or a vertex adjacent to v must be deleted
in the next operation by the assumption that the
node-search is of the form described in Corollary A.
There are the following four cases to be considered:

(1) v is an original vertex of Gy, and the searcher
on v is deleted in the next operation.

(2) v is an original vertex of Gy, and a searcher
on a vertex adjacent to v is deleted in the next
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operation.

(3) v is a middle vertex of G,, and the searcher
on v is deleted in the next operation.

(4) v is a middle vertex of Gy, and a searcher on
a vertex adjacent to v is deleted in the next
operation.

In the case of (1), all edges of G incident to v have

been cleared before placing a searcher on v of G,

since all middle vertices of G,, adjacent to v have

accepted searchers. Thus placing a new searcher .

on v of G is redundant. Similatly, we can show

that no new searcher on v or a vertex adjacent to

v is necessary for the other three cases. Thus we

have ms(G) < ns(Gp,) — 1. O

It should be noted that Theorem 2 implies that
the problem of deciding, given a graphk G and an
integer k, whether ms(G) < k is in NP.

We obtain the following corollary from Theo-
rem 2.

Corollary 1 For any graph G, there exists an op-

timal mized-search without recontamination of
cleared edges such that it is a sequence of opera-

tions (a), (b), or (c) of Definition 1, and satisfying
the following two conditions:

(i) every vertez is visited exactly once by a searcher,
(ii) every edge is visited at most once by a searcher.

3 Proper-Path-Width

Definition 2 ([16]) A sequence X1, X2,..., X of
subsets of V(G) is a path-decomposition of G if the
following two conditions are satisfied:
(i) For every edge e € E(G), some X; (1 <i<r)
contains both ends of e.
(ii) For1<i<m<n<r, XiNn X, C Xm.
A path-decomposition X1,Xa,..., Xy of G with
|Xi] € k+1 (k> 1) for any i is called a proper-
path-decomposition of G if |[Xi N Xpm N X,| < k
holds for any Xi, Xm, and X, none of whick is
a subset of the others (1 <1< m < n <r) The
proper-path-width of G, denoted by ppw(G), is the
minimum value of k > 1 such that G has a proper-
path-decomposition X1, Xa,..., Xy with | Xi| < k+
1 for any i.

Notice that a path-decomposition such that
X; € X; for any distinct i and j is a proper-path-
decomposition if | Xi N X,| < k for any X; and Xn
(1 +2 < n). Notice also that pw(G) < ppw(G) <
pw(G) + 1 for any graph G.



A graph obtained from connected graphs Hj,
H,, and Hj by the following construction is called
a ster-composition of Hy, Ha, and Hs: (i) Choose
a vertex v; € V(IH;) for i = 1,2, and 3; (ii) Let v
be a new vertex not in Hy, Ha, or Hg; (iii) Connect
v to v; by an edge (v,v;) for i = 1,2, and 3. We
define the family Q of trees recursively as follows:
(i) Q1 = {K13}; (ii) If 24 is defined, a tree T is in
k41 if and only if T is a star-composition of (not
necessarily distinct) three treesin Q. A graph H is
a minorof G if H is isomorphic to a graph obtained
from a subgraph of G by contracting edges.

The following theorems were proved in {16].

Theorem B ([16]) For any tree T and an integer
k (k2 1), ppw(T) < k if and only if T contains
no tree in §d; as a minor.

Corollary B ([16]) (1) The number of vertices of
a tree in ) is % k>1)
(2) 19| 2 k2 (k2 1).

Theorem C ([16]) For any tree T and an inte-
ger k (k > 1), ppw(T) > k+ 1 if and only if
T has a vertex v such that T'[v has at least three
connected components with proper-path-width k or
more, where T[v is the graph obtained from T by
deleting v.

Theorem C was used to prove Theorem B.

A k-clique of a graph G is a complete sub-
graph of G with k vertices. For a positive inte-
ger k, k-trees are defined recursively as follows: (i)
The complete graph with &k vertices is a k-tree; (ii)
Given a k-tree Q with n vertices (n > k), a graph
obtained from Q by adding a new vertex adjacent
to the vertices of a k-clique of Q is a k-tree with
n + 1 vertices. A k-tree Q is called a k-path [10]
or k-chordal path [1) if [V(Q)| < k+ 1 or @ has
exactly two vertices of degree k. A partial k-path
is a subgraph of a k-path.

Before proving Theorem 3 below, we need the
following lemma.

Lemma 1 For any graph G with ppw(G) = k,
there exists a proper-path-decomposition Xj,
X2,..., X; of G satisfying the following two condi-
tions:

(i) | Xi|=k+1 for any i,

(i) | XinXipal=k for1<i<r-1.

Sketch of proof: We will show that a proper-
path-decomposition of G of the form described in

this lemma can be obtained from any proper-path-
decomposition X = (Xj,Xs,...,X,) with | X;] <
k+1for any ¢ by the operations of deleting X, {rom
the sequence, adding a vertex to Xj, or inserting a
subset of V(G) between X; and X;4;. O

Theorem 3 For any simple graph G and an inte-
ger k (k > 1), ppw(G) < k if and only if G is a
partial k-path.

.Sketch of proof: Suppose that ppw(G) = h < k

and X1, X2,..., X, is a proper-path-decomposition

of G of the form described in Lemma 1. We con-

struct a h-path H as follows:

(i) Let vy be a vertex in X; N X,. Define that Q,
is the complete graph on X; — {v1}.

(ii) Given @Q; and the vertex vy, define that Q2
is the h-path obtain from @Q; by adding v;
and the edges connecting v; and the vertices
in Xl s {Ul}'

(iii) Given Q; and the vertex v; € X; — X;_; (2 <
i < r), define that Q;4; is the h-path obtained
from @; by adding v; and the edges connecting
v; and the vertices in X; N X;_;.

(iv) Define H = Q,4;.

From Lemma 1 and the definition of proper-path-

decomposition, v; is uniquely determined and

vi-1 € XN X;—y for 2 < i < r. Furthermore,

we have V(H) = V(G) and E(H) DO E(G). Thus

G is a partial h-path, and so a partial k-path.
Conversely, suppose, without loss of generality,

that G is a partial k-path with n vertices and H

is a k-path such that V(H) = V(G) and E(H) D

E(G). 1t is well known that H can be obtained as

follows:

(i) Define that @; = R; is the complete graph
with k vertices.

(ii) Given Q;, R;, and a new vertex v;, define that
Qi+1 is the k-path obtained from Q; by adding
v; and the edges connecting v; and the vertices
of R;, and Ry is a k-clique of Q,4; that con-
tains v;.

(iii) Define H = Qp—g+1-

We define X; = V(R))U {v} for 1 <i<n—k.

It is not difficult to see that the sequence X,,

X2,..., Xpn-k is a path-decomposition of H with

|Xil = k+ 1 for any i. Since Xiy; — Xi—1 =

{vi,vin}y I XicanXip|=k—-1for 1 <i<n—k.

It follows that | X, N X, N X.| < k for any a, b, and

c(l1 £a<b<c<n-k). Thus the sequence

X1,X2,...,X,—k is a proper-path-decomposition

(5)



of H with |X;| = k + 1 for any i and we have
ppw(H) is at most k, and so ppw(G) is at most k.
=]

Amborg, Corneil, and Proskurowski proved
that the problem of deciding, given a graph G and
an integer k, whether G is a partial k-path is NP-
complete [1]. Thus we immediately have the fol-
lowing by Theorem 3.

Theorem 4 The problem of computing ppw(G) s
NP-hard.

It should be noted that Theorem B together
with Robertson and Seymour’s results on graph
minors [12, 13] provides O(n?) algorithm to decide,
given a tree T’ on n vertices, whether ppw(T) < k
for any fixed integer k, although it is not practical
even if we could solve MINOR CONTAINMENT
(see [3], for example) efficiently, because || > k!?
as is shown in Corollary B(2).

We show a practical algorithm to compute
ppw(T) for trees T based on Theorem C, and prove
the following.

Theorem 5 For any tree T', the problem of com-
puting ppw(T) is solvable in linear time.

Sketch of proof: Our algorithm to compute
ppw(T) is shown in Fig. 2. The outline of the al-
gorithm is as follows.

For any tree T with a vertex v € V(T') as the

root, we define the path-vector po(v, T) = (py, cv, Sv).

py describes the proper-path-width of T. ¢, and
S, describe the condition of T° as {ollows: If there
exists u € V(T) — {v} such that T/u has two
connected components with proper-path-width p,
and without v, then ¢, = 3 and S, is the path-
vector of the connected component of T'/u con-
taining v; Otherwise, ¢, is the number of the con-
nected components of T'/v with proper-path-width
py and S, = nul. Suppose that a tree T rooted
at s is obtained from tree T rooted at s and tree
T, rooted at t by joining an edge (s,t). Based
on Theorem C, the Procedure MERGE recursively
calculating the path-vector 57(s,T) of T from the
path-vector p9(s,T1) = (p,,¢.,S,) of T1 and the
path-vector (¢, T3) = (p¢, ¢, St) of Ta.

The algorithm computes the path-vector of T
rooted at r from the path-vectors of isolated ver-
tices obtained {rom T by deleting all edges in T'.
The Procedure DFS computes the path-vector of a
maximal subtree of T" rooted at s from the path-
vectors of maximal subirees rooted at children of

sin T by using the Procedure MERGE. The Pro-
cedure MAIN obtains the proper-path-width of T
from the path-vector of a maximal subtree rooted
at r by the Procedure DFS. )

The Procedure MERGE calculates the path-
vector of the join of two subtrees T3 and T3 in O(p)
where p = maz{ppw(T1), ppw(T2)). From Corol-
lary B(1), we have p = O(log n) where n = [V (T)|.
Since the Procedure MERGE is called at most once
for any vertex, the time complexity of the algo-
rithm is essentially O(rnlogn). By a careful use
of pointers, the Procedure MERGE calculates the

path-vector in O(q) where ¢ = min(ppw(T1), ppw(12)).

Thus the time complexity of the algorithm is O(n).
a

We will also mention that for any tree T with n
vertices we can construct a proper-path-
decomposition Xy, X3,..., X, with | X;] < ppw(T)+
1 for any ¢ in O(nlogn) time.

4 Mixed-Searching and Proper-
Path-Width

We. establish the following equality for simple
graphs in this section.

Theorem 6 For any simple graph G, ms(G) =
ppw(G).

Sketch of proof: Suppose that ppw(G) = k and
X1, X2,...,X, is a proper-path-decomposition of
G of the form described in Lemma 1. We can ob-
tain a mixed-search with k searchers as follows:
Step 1: Let vy be a vertex in X1 N X,. Place the
k searchers on the vertices of X; — {v}.
Step 2: Slide a searcher on u; € X; — X, toward
v, and place it on v; if (uy,v1) € E(G).
Otherwise, delete a searcher from u; and
place a searcher on v;.
Step 3: Let i = 2.
Step 4: Slide a searcher on u; € X; — Xi41 to-
ward v; € X; — X;—; and place it on v;
if (ui,v;) € E(G). Otherwise, delete a
searcher from u, and place a searcher on
v
Step 5: Let i = 7 + 1 and repeat Step 4 while
t<r—1.
Step 6: Let u, be a vertex in X,_; N X,. Slide
a searcher on u, toward v, € X; — X,
and place it on v, if (ur,v;) € E(G).

(6)



Procedure MERGE( p¥(s,T)),pu(1,T3) )
{ iﬂl"l‘:W(-’.Tl)vW(‘,Tz) ]

{ output:pu(s,T) }

{ W(‘"‘P) = (P!mn Cemp, ’lmp) }

1. i2 p, > p¢ then
if ¢, <2 then
PU(s,T) = pu(s, T1);
else
' W(tmp) = MERGE( S, 79(1,T2) );
if p, = pimp then
P9(s,T) = (p, +1,0,nul);
else
W(" T) = (p,,a,W(tmp));
endif
endif

2. if p, = p; then
if ¢, 22 or ¢; > 2 then
P9(s,T) = (p. + 1,0, nul);
else if ¢, =0 then
W(’vT) = (pu 1, "ul);
else if ¢, =1 then
PU(s,T) = (ps, 2, nul);
endif

3. if p, < p then

if ¢ <1 then
79(s,T) = (p, 1, nul);

else if ¢; = 2 then
W(‘pT) = (ph 3-7517(3-7'1))?

else if c; =3 then -
PU(tmp) = MERGE( pu(s,T1),S: );
if pt = pimp then

P9(s,T) = (p¢ + 1,0,nui);

PU(s, T) = (pe, 3, F0(tmp));

else

endif
eridif

4. return( pu(s,T) );
end

Procedure DFS( s )
{input: a vertex s }
{ output: the path-vector of the maximal subtree rooted at s }

1. p9(s) = (1,0,nul);

2. for all children t{ of s in T do
PU(t) = DFS( t );
PU(s) = MERGE( PU(s), pu(1) );

endfor

3. return( pv(s) );
end

Procedure MAIN( T, r )
{input: a tree T with a vertex r as the root }
{ output: proper-path-width ppw(T) }

1. (prycr,Sy) = DFS( r );

2. return( p, );
end

Figure 2: The algorithm to compute ppw(T)

(7

Otherwise, delete a searcher from u, and

place a searcher on v,.
From Lemma 1, both u; (1 <i<r—-1)and v; (2 <
i < r) are uniquely determined. From Lemma 1
and the definition of proper-path-decomposition,
€ X1 (2<i<r)and v € Xj4) 1 <i<r—
1). Notice that before sliding or deleting a searcher
from u; in Steps 4 or 6, the searchers are on the
vertices X; N X;_; and after placing a searcher on
v; in Steps 2 or 4, the searchers are on the vertices

- XiN Xi41. It is easy to see that all edges incident

to u; except for (ui,v;) have been cleared when

the searcher on u; is deleted in Steps 2, 4, or 6.

Since G is a simple graph, there is at most one edge

connecting u,; and v;. Thus the edge (u;,v;) for 1 <

i < r, if exists, is cleared by sliding a searcher along

it and the other edges of G are cleared by placing

searchers at both its ends simultaneously. Thus the
search above is indeed a mixed-search with at most
ppw(G) searchers, and we have ms(G) < ppw(G).

Conversely, suppose that we have a mixed-
search with k searchers of the form described in

Corollary 1. For the i-th operation of the mixed-

search, we define X; as follows:

(1) When a searcher is placed on (deleted from)
a vertex, we define X; as the set of vertices
having searchers.

(2) When a searcher is slid from u to v, we define
X as the set of u, v, and the vertices having
the other searchers.

It is not difficult to see that the sequence Xj,

X32,..., X, thus obtained is a path-decomposition

of G with |X;] € k+ 1 for any i. I{ X is defined

by (1) then |X;| < k. H X; is defined by (2) then

u & X; for any j > i and v ¢ X, for any j < i.

Thus {X; 0 Xm N X,| < k holds for any X;, X,

and X, none of which is a subset of the others

(1 £1 < m < n <r) Therefore, the sequence

X1,X2,...,X; is a proper-path-decomposition of

G with |X;| € k + 1 for any i. Thus we have

ppw(G) < ms(G). O

It should be noted that Theorems B and 6 pro-
vide a structural characterization of trees 7' with
ms(T) < k. _

From Theorems 4, 5, and 6, we have the follow-
ing complexity results on ms(G).

Theorem 7 The problem of computing ms(G) is
NP-hard for general graphs but can be solved in
linear time for trees.



5 Concluding Remarks

Notice that Theorem 6 does not hold for multiple
graphs. If G is the graph consisting of three parallel
edges, ppw(G) = 1, and ms(G) = 2. However we
can prove that ppw(G) < ms(G) < ppw(G) + 1 for
any multiple graph G.

We should mention the relation of mixed-
searching with the virus-searching introduced by
Shinoda [15]. In virus-searching, initially, all ver-
tices are contaminated by a virus. A vertex is
cleared by placing a searcher on it. A cleared ver-
tex is recontaminated if there is a path from an
uncleared vertex to the cleared vertex without any
searchers on its vertices or edges. A search is a
sequence of operations of placing a searcher on a
vertex, deleting a searcher from a vertex, or slid-
ing a searcher along an edge. The object of virus-
searching is to clear all vertices by a search. We
call such a search a virus-search. A virus-search is
optimal if the maximum number of searchers on G
‘at any point is as small as possible. This number is
called the virus-search number of G, and denoted
by vs(G). Any virus-search S can be considered
as a mixed-search, and vice versa. It is easy to see
that an edge (u, v) is cleared by S as a mixed-search
if and only if both its ends u and v are cleared by
S as a virus-search. Thus vs(G) = ms(G) for any
graph G.

We learned recently that Bienstock and Sey-
mour introduced independently the mixed-
searching game [2]. They prove directly that there
exists an optimal mixed-search without recontami-
nation of cleared edges. They also mentioned that
monotonicity result for mixed-searching implies
monotonicity for both edge- and node-searching.
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