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Abstract

The class hierarchy of JDMF-92 v. 1.2 is used as a static base for developing
application data models. It is best implemented in a static type language, since
this would allow speed optimization for data manipulation, storage and retrieval.
However, to create an application data model, the user creates new subclasses
in the JDMF-92 hierarchy. These classes are user-modifiable (e.g. attributes and
methods can be added/deleted) and thus would have to be implemented in a
dynamic type language.

The use of virtual classes is an attempt to bridge the ideas of implementing the
core of JDMF-92 in a static type language and user-classes in a dynamic type
language.

Keywords: JDMF, data model, virtual class, class hierarchy, class modification,
visual language '



Introduction

JDMF-92 is a data modeling facility intended primarily for business use — in the sense

that it is not only a theoretical model but explicitly intended for actual use. The

requirements on software in the business world are quite different than those in the

academic world. Some of these different requirements are:

1 performance: Data must be available in the right time and place

2) avoidance of ambiguity: Misinterpretation of data must be avoided. Unclas-
sifiable data is not allowed in the system — strong typing is required.

(3)  ease of use: A data modeling facility is not strictly aimed at programmers — the
need of code writing when designing an application data model should be
minimized.

The requirements of the academic world, would on the other hand emphasize:

(4)  theoretical soundness: Rigid definitions make for better understanding and
classification.

5) ease of development and experimentation: Even though any one implemen-
tation of JDMF-92 has a static core class-hierarchy, it should be easily extendible
and modifiable between versions. JDMF-92 is intended to be a standardization
vehicle for data models. As standards develop, the core class-hierarchy will be
extended.

Finally we have one requirement intrinsic to the idea of a data modeling facility:

6) user-definable classes: Users design application data models by adding their own
classes to the core JDMF-92 hierarchy, so user-definable and modifiable classes
must be supported.

Meeting the design requirements

To meet the design requirements, we have decided to develop JDMF-92 in a visual
language called Prograph (see Appendix 1). Prograph uses a model of computing called
data flow (see Appendix 2). This language meets our requirements in the following way:

Performance (1) is fairly high because Prograph is compiling and has an integrated
engine for multi-user access to secondary storage. The data flow model also promises
great speed enhancements as parallel and distributed processing becomes more generally
available, while keeping backward compatibility with conventional serial computers.
Prograph is a strongly typed language (2).

Ease of use (3) can be achieved by building a menu-driven method generator.-This
approach was demonstrated in [Bjormn93] where a totally menu-driven query-language
was implemented for relational algebra in a relational database system. (The full Pro-
graph source code for this RDBMS, called Re(ve)lations, is published in [TGS92].)

Also, Prograph adheres to the data flow and object-oriented models and can be con-
sidered theoretically sound (4). Arguably less so than SmallTalk, but more than C++.

In [Bjdm93] the ease of development (5) in Prograph was also demonstrated. More
specifically, it was argued that the development process was simplified because of visual
code advantages in: coding speed, debugging, readability of code and reusability of
objects.

Requirement (6), user-definable classes, can however not be met as easily. The reason for
this is that (6) implies a dynamic type language and is orthogonal to (1), implying a static
type language. These terms are precisely defined below, but the essence of the problem is
that run time modification can only be done in an interpreted language whereas



performance is best optimized in a compiled language. This paper presents a prototype
implementation of JDMF-92 in which this problem was solved by extending the
compiled language with virtual classes.

What are virtual classes good for?

Before giving a more rigorous description of virtual classes, we give an intuitive ex-
planation of what we want to achieve.

Let us look at SmallTalk/V, which supports user-definable classes (but does not support
some other requirements, notably (1) and (2)). SmallTalk/V consists of three parts: a very
small compiled application defining the core of SmallTalk, a source file containing the
code for the SmallTalk language, and an image which contains the SmallTalk objects that
make up the environment ([DgT1k88]).

The compiled SmallTalk/V application itself has been programmed in another language —
let us call this language (which could be for instance C, C++, Pascal — or Prograph) the
implementation language. The classes which are defined in the image do not correspond
to classes (or data types — classes are treated as data types in this paper) in the
implementation language. In this sense they are virtual to the implementation language.
To meet our other requirements, what we would like to do is to extend the part which is
directly defined in the implementation language, and minimize the part which is virtual to
the implementation language, as in the following figure:

virtual to the language
implementing the core
of SmaliTalk/V

{  virtual
classes

SmallTalk/V
application 86 KB 2
. . JDMF-92
Fig. 1: SmallTalk/V & Virtual Classes application 621 KB

Also notice that in this way we get an elegant separation of JDMF-92 classes and user-
defined classes.

A prototype implementation
A prototype implementation of JDMF-92 in Prograph has been successfully completed,
showing that it is indeed possible to implement virtual classes without any disadvantages.

Now, let us look at a more formal description of virtual classes used in the implementa-
tion. All definitions that are given should be seen as extensions to the definitions of
JDMF-92 given in [JDMF-92]. A notable limitation is that although the JDMF-92 allows
unlimited levels of meta classes, for practical purposes the meta class implementation has
been limited so that every class is an instance of an ObjectClass. In particular, any
ObjectClass is an instance of itself. This self-describing instance is called a metameta
instance in this paper. (See [Nogu93] for a more complete treatment of the ObjectClass.)



Static type and dynamic type languages

A static type language is a language where type-checking is done at compile time. Static
typing absolves the system of the necessity to carry out run time type checks, thereby
reducing execution time, and removes the need to store type information with data, which
economizes on storage. However, any subsequent change in the class-hierarchy requires
recompilation of the class-hierarchy ([Hugh91]). Prograph is a static type language.

A dynamic type language is similarly a language where type-checking is done at run
time. A dynamic type language allows changes to the class-hierarchy at run time. A
typical example would be SmallTalk ([Hugh91}). In SmallTalk everything can be
changed at run time, to the point where the environment is destroyed ([DgT1k88]).

Definition of virtual classes

We use the term static_types to refer to all classes enumerated in [JDMF-92]. That is;
static_types = {Object, PrimitiveObject, DeclaredObject, AtomicObject, Structured-
Object, SetObject, ListObject, AttributedObject, NamedObject, MetaObject, Attribute,
SuperSubRelation, ObjectClass, PrimitiveObjectClass, DeclaredObjectClass,
AtomicObjectClass, StructuredObjectClass, SetObjectClass, ListObjectClass, At-
tributedObjectClass, NamedObjectClass}

A class X is a virtual class iff:

X < Object A X N ObjectClass = 3 A X € ObjectClass A X ¢ static_types

Or, using words, a class is a virtual class if and only if:

the class is a subclass of Object, and the class and ObjectClass are mutually disjoint, and

the class is an instance of an ObjectClass which is not enumerated in the definition of
JDMF-92.
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Virtual classes have explicit references to the ObjectClass of which they are instances
(i.e. any virtual class X € ObjectClass), they are totally described in the JDMF-92 model

and can for this reason be manipulated, stored and retrieved without the usual restrictions
imposed by static type checking.

A similar design is found in [Card88], where a dynamic object is defined as a pair
consisting of a type and an object of that type. Such an object is dynamically type-
checked in the context of an otherwise statically typed language. The main differences are
that dynamic object definitions in [Card88] are not necessarily seen as class definitions,
and that the concept 'pair' is used instead of the 'instance of concept.

Similar to the description in [Card88], a virtual class can be coerced back to the type (i.e.
a JDMF-92 core class) it is based on.

According to [Card88], advantages of the above design are:
» suitability for export to persistent storage, and
« preservation of strong typing when static typing is impossible

Definition of an instance of a virtual class

An instance of a virtual class is an instance which has an explicit reference to that virtual
class of which it is an instance.

An instance of a virtual class can be coerced to an instance of the type (i.e. a JDMF-92
core class) which the virtual class is based on.

Creation of a virtual class
The prototype implementation uses a polymorphic instance creation method called
"new". Since creating a virtual class is equal to creating an instance of an ObjectClass, a

virtual class is created by sending a "new" message to the metameta instance of an object
class.
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Deletion of a virtual class is performed by sending a "delete" message to the class of
which the virtual class is an instance. Checks are performed to ensure that no instance of
the class to be deleted exist. The "delete" method is polymorphic and behaves differently
in different classes.

Creation of instances of a virtual class

Creating an instance of a virtual class is the same as inputting real data. To do this a
"new" message is sent to the ObjectClass instance defining the virtual class of which we
want an instance.

An instance of the virtual class 'Student’ is created... ... by sending "new" to the ObjectClass
new  instance 'Student' (which was created in Fig. 3)
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By repeating the process described in fig. 4, we can create many instances of the virtual
class ‘Student'. These instances can be viewed in a spreadsheet:
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Fig. 5 Viewing virtual class instances

Deletion an instance of a virtual class is performed by sending a "delete" message to that
virtual class which the instance belongs to.

Schema and database
A schema in the JDMF-92 prototype implementation is a set of virtual class definitions.
A database is a set of instances belonging to classes which fulfill the condition that if X is



a class then X < Object A X N ObjectClass = @ A X € ObjectClass (i.e. classes which are
not in the ObjectClass hierarchy). The schema and the database are stored separately on
secondary storage. - :
Further, since a database may contain instances of classes which are stored in the schema,
the schema must be loaded before the database is queried.

Using standard terminology, defined in [ISO10032], the schema and the database
constitue a level pair, where if the database is at level N the schema at level N+1.

Definition of attributes

User-defined attributes in JDMF are all instances of the class Attribute. Virtual classes
can have attributes which are instances of the class Attribute.

Attributes of a virtual class are inherited by all subclasses of that class.

Definition of methods

In the prototype implementation discussed in this paper, methods are implemented as
instances of an immediate subclass "Method" to the class MetaObject, since no exact
specification of methods yet exists for JDMF-92. This approach is influenced by the pro-
gramming language Eiffel, where attributes and methods are abstracted into a single
concept called "feature” [Mey88].

Assuming that there is a subclass "Method" to the class MetaObject, the inheritance of
methods will be exactly the same as the inheritance of attributes. Thus remains the
specification of a language (i.e. a specification of syntax) for assembling methods.

The goal is to design a language which is optimized for data manipulation and supports
set-oriented database queries (JDMF-92 currently only supports navigational queries).

As already mentioned, the implementation will be an extension of the menu-driven
method generator developed in [Bjém93], requiring little or no coding by the user. We
are currently working on defining a set of basic primitive methods (which will be
selectable through menus), basic logical connectives and a syntax for combining the
primitive methods with the logical connectives into user-defined methods.

Summary

We have defined several business-world as well as academic design requirements which
an implementation of a data model must fulfill: high performance, avoidance of
ambiguity (strong typing), ease of use, theoretical soundness, ease of development and
experimentation, and support for user-definable classes. However, the requirement of
high performance implies implementation in a static type language whereas user-
definable classes imply implementation in a dynamic type language.

By using the concept of virtual classes we can preserve the strong typing requirement and
at the same time have dynamically type-checked class definitons in an otherwise
statically typed environment. Virtual class definitions are stored separately on secondary
storage and are not part of the enumeration of classes in the definition of JDMF-92,

A prototype implementation of JDMF-92 using virtual class definitions has been
completed, showing that this approach is indeed feasible.

Further, using a visual development environment helps us attain the requirements of high
performance, avoidance of ambiguity, and ease of development and experimentation.
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Appendix 1 - Introduction to Data Flow

According to [Gur87], data flow is a technique for specifying parallel computations at a
fine-grain level, in the form of two-dimensional graphs in which operations that are
available for concurrent execution are written alongside one another, whilst those that
must be executed in sequence are written one under the other. Data dependencies between
individual operations are indicated by directed arcs linking the operations together.
The resulting data dependence graph shows how instructions are dependent on data — an
operation is executed (or 'fired") first when all required data is available, and is said to be
data-driven. This can be illustrated by depicting data-carriers (or 'tokens') which carry
data values on the arcs of the graph. Once all required tokens have arrived at the input
nodes of a specific operation, it can be executed independent of other operations, and
several independent operations can thus be executed in parallel.

! w notation
The basic, generic node in Rumbaugh's notation as described in [Rum77] is an operation
requiring certain input(s) and giving certain output(s). Consider for example the addition
operation, which consists of a "+"-node with two input arcs on which the data tokens
arrive and one output arc on which the result is passed out:

input
arcs
2 3 data tokens the "+"
: arriving on the operation fires
operation (add) 1nput arcs and the resulting
data token is
output arc 5 passed out on
the output arc
Rumbaugh's control nodes.

Three simple control nodes called switch, merge and branch (see [Rum77]), are needed
for construction of more elaborate logical operations corresponding to IF-THEN
statements and LOOP structures found in most programming languages. (The above
described "+" operation is a merge node.)

switch merge branch
The input token is placed The input arrives either on The input is placed on
on the output arc selected the left or on the right, and both outputs.

by the control input. is placed on the output.
P P
Input
Qutput
Ot_lpu idention] Outpue iderticsl
10 input toinpas




Appendix 2 — Introduction to Visual Languages

There is no general consensus as to what a visual language is, other than that such
languages use graphical information such as diagrams, icons or tables in the actual
process of programming. The program meaning should be as bound to its visual rep-
resentation as a text-based language is tied to its syntax. In this paper, a visual language is

taken to be a language which uses a special form of graphic notation developed for data
flow (see Appendix 1).

Prograph, the implementation language used for the JDMF-92 implementation discussed
in this paper, is one of the few currently available visual data flow languages. In Prograph
the data flow model is extended with object-orientation a data token (described in
Appendix 1) can be any kind of object.

An example of code (an instance method) written in Prograph (for EBNF specification,

see [TGS90]):
Object/show super-sub 1 BENGEAD )
I 2 #4- Input Bar

Terminal

Operations

Data dependecy arc

Root

Output Bar

Reasons why visual code can not be modified dynamically:

1. Difficulties of generating visual code as the result of an operation, since visual
coding by definition involves visual coordination in the specification of syntax.
2. The graphical information makes code very big and cumbersome to process at run

time. Thus, visual languages tend to be static type languages.



