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Java volatile variables are commonly used to implement non-blocking algorithms and libraries, such as
ConcurrentHashMap. Java language specification requires all accesses to a volatile variable need to be se-
quentially consistent. This means Java VM and JIT compiled code need to put memory fences appropriately
on the weak memory model platforms, otherwise Java programs cause hard-to-reproduce intermittent prob-
lems. However, memory fences often cause large overhead, so reducing the fence overhead is one of effective
optimization techniques for Java. Some processor architectures, such as the POWER architecture, provide
multiple memory synchronization instructions. An appropriate combination of those instructions for imple-
menting a memory fence depends on how threads access memory, and the overhead can vary accordingly. In
this research, we investigated how memory fence for volatile variables are efficiently implemented in Open-
JDK and Open J9 for the POWER platform and evaluated how the difference of implementation affects
performance of Java programs.
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