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JIT compilers generate type-specialized code to improve performance of dynamically typed programming
languages. As production code becomes huge and abstract, optimization of polymorphic functions gets in-
creasingly important. If a polymorphic function can be considered monomorphic at each callsite, inline
expansion specialized for types appeared in each callsite is known to generate efficient native code. Nev-
ertheless, traditional compilation techniques with function-wise type feedback cannot distinguish types in
different callsites, so unnecessarily generic code is often generated, which requires an extra JIT compiling tier
to optimize inlined code. To address this issue, in this presentation, we propose an compilation technique
with object-structure-aware per-signature type feedback which distinguishes type information from different
callsites. This technique is applicable to existing implemntation. Functions are inlined with type information
specialized for the callsite in the first stage of JIT compilation, promoting further optimizations. We have
implemented our method in Mozilla Firefox’s JavaScript engine, SpiderMonkey. We discuss the applicability
of our method for polymorphic functions. Our evaluation shows that, despite the simple implementation,
the proposed method enhanced performance of benchmarks.
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