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Incremental Occasional Garbage Collection

AKIRA KAWAMATA,t XIANG LUOt and MOTOAKI TERASHIMA'

The design and implementation of incremental occasional garbage collection are presented.
The occasional garbage collection is a new type of garbage collection (GC) based on a “mark-
and-compact” or sliding compaction scheme. The GC focuses its task of scavenging on most
recently generated data objects to gain time, and its good performance is shown by a proto-
type of “stop-and-collect” version. The incremental occasional garbage collection is made up
of two features: “real-time” and “concurrency”. The former is performed usually, while the
latter is periodically to gain more spaces. They need common schernes of a write barrier and
a coherent copy. The write barrier is less costly in time for coordination than a read barrier,
and the coherent copy makes each data object consistent upon its relocation. The concur-
rency needs exclusive control in addition to them, so that these two features are implemented
effectively in the GC. The incremental GC is implemented on a multi-processor machine with
shared memory by using (POSIX) thread library that makes it portable. The analysis of the
GC on its performance is done by using our experimental data obtained from the execution
of typical Lisp programs.
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